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Douglas Bohrer
Bohrer and Co.
903 Ridge Road Suite 3
Wilmette, IL 60091

Most of you who are reading this are probably APL zealots. Your past experiences have convinced you that APL is the best thing since sliced bread. But many of you are probably very lonely in that belief. The way to spread your belief in APL to others is to engage in those two tricky areas of human activity, politics and religion.

The established religion of most data processing shops is probably Basic, Fortran or Cobol. However, unlike Jehovah, none of these languages is a jealous god. Your approach should be to convince the political powers of your shop that APL would make a nice minor diety in their religion.

While we all know APL is good for everything, it is probably threatening and impolite to say so. The established people in your shop will become alarmed if the great god Basic is threatened with dethroning. They will fight you to the corporate equivalent of death, employment termination, in order to preserve their positions as high priests of data processing. Your return-on-investment analysis will be disapproved at the very least.

The situation is far less hostile if you say APL is good for something the users want want but the established languages don't do well. For example, decision support management summaries or an information center for your economists or engineers are businesses that the great god Cobol is not too good at. The users requesting the support are bottomless pits eating resources that could be better used for more traditional things like transaction processing system maintenance. The power people in your company would be thrilled to support any suggestion that will slow the endless stream of requests and complaints from these hard-to-please users. You could be a political hero for suggesting an APL solution for this type of problem.

Once you have one APL application in house, you are in a good position to expand APL use. If you succeed with the first APL project, your credibility will be enhanced. Using APL for a new project will require no increase in spending because you already have paid for the language software. Saying APL is good for lots of things becomes less threatening and radical. Little by little the great god Fortran loses new projects and influence.

If you're going to use this strategy, don't tell anyone what you're doing. Let the power people of your shop, secure in their beliefs, remain undisturbed by the potential of an APL revolution. Once the benefits are obvious, they will begin to think expanding APL use was at least partially their own idea. The established religion will have been changed through politics, and results.

## ADVERTISING?

Douglas Bohrer
Editor, The Special Character Set

In cooperation with the editors of the BASIC and UNIX newsletters, I have started an investigation of paid advertising in DECUS newsletters. In the last year I have been offered three paid ads, two from (gasp) DEC. I had to turn them down. The current DECUS commercialism policy does not allow commercials, paid or otherwise.

A change in policy might allow this publication to become free again, at least in the USA. The way this might work is that the Executive Board would grant an exception to the commercialism policy for newsletter ads. I would like to sell full page ads only for about $\$ 400-\$ 600$. The ads would be paid for in advance through the DECUS Library, if they agree. There would be a section in the back for paid ads. The rest of the newsletter would still adhere to the current guidelines excluding commercialism. Three or four full page ads would cover the cost of printing an issue.

A major problem with paid ads is the revenue split for foreign chapters. As far as $I$ can tell, most if not all DECUS members with addresses outside the US are getting newsletters printed and mailed at their chapter's expense. This is how DECUS EUROPE is handling their APL subscriptions. There seem to be two possible solutions for the problem. Since the ads would be in a separate section at the end of the newsletter, they could be removed before printing outside the US. The other possibility is that the split could be based on each chapter's percentage of the total circulation. Currently, the US has about 780 subscribers. I think Europe has about 200, Canada 40 and GIA 40 , but $I$ am not too confident about these figures.

Obviously, nothing can be done without lots of consultation with everbody who's anybody in DECUS. The Executive Board would have to approve the policy change.

What do you think of the idea? To give me a short answer, fill in question 6 of the survey in this issue. Or write me a letter $I$ can publish. Or write me a letter I can't publish.

Copyright (c) 1984 by Douglas Bohrer
Used with permission
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STYLE SHEET
by Douglas Bohrer Bohrer and Co.
903 Ridge Rd Suite 3
Wilmette, IL 60091
We look forward to your contribution to The Special Character Set. Your cooperation on a few matters of style would help get the newsletter out on time. The newsletter staff is all volunteer and the time you save us is appreciated.

Set-Up
Basically, your contibution should look like this article. Use black ink. Type your text single spaced. Use only one side of each sheet of paper. Skip one line between paragraphs. Set your margin at $43 / 8$ inches wide. For type with 10 characters per inch, you would have 43 characters per line. For type with 12 characters per inch, you would have 52 characters.

## Titles

Please start the title of your article on the left margin using all capital letters. Skip one line, then put your name, title, firm and mailing address. (You may omit your title, firm and mailing address for reasons of modesty, privacy, shame or whatever.) Sub-heads in your article should begin at the left margin with a blank line above and below them.

Letterhead will not be reproduced. Drawings should be either $43 / 8$ or 9 inches wide.

Commercial Guidelines
The newsletter will follow strictly the guidelines related to the non-commercial nature of DECUS. If you have any questions on these, please contact the newsletter editor or the DECUS office.
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## Local Variables

## APL IN CINCINNATI

Susan M. Abercrombie
APL SIG Symposium Coordinator
Ventrex Laboratories, Inc.
217 Read Street
Portland, ME 04103

For the Cincinnati symposium, the APL SIG is short on quantity, but not on quality.

An introduction to APL will highlight the reasons for using APL and the application areas for which the language is especially well suited. This session will serve as a tutorial for novices, without regard to the particular system available.

A panel discussion on the various free APL interpreters available through DECUS (APL-11 for RSTS, RSX, and RT; SCI-APL for VAX) will describe these products and give users an opportunity to discuss them with experts. If you have questions about the features or the limitations of these APL versions, here is your chance to get answers (or, at least, commiseration).

A third session will offer a technical descriptionof the effort now underway to write a new PDP-1l APL, using Whitesmith's C.

RSTS users should also note the session scheduled through the RSTS SIG, describing system management tools implemented in APL.

We expect to have a SIG suite, equipped with a portable hardcopy APL terminal, with access to APL on a VAX in the exhibit hall. Stop by to try out this uniquely useful language.

See you in Cincinnati!
[Editor's Note: The terminal for our hospitality suite is an LAl2-AB with APL keycaps provided by Bruce W. Hunter, DEC's marketing guru for the Correspondent. The LAl2 comes standard with APL; keycaps are slightly extra.]

HELP WANTED: APL SIG STEERING COMMITTEE

## Douglas Bohrer <br> Editor, The Special Character Set

Nobody has applied to fill the open position in the APL SIG Steering Committee. The position is still open. It is particularly important to fill it. Since its founding, the APL SIG has been under pressure to merge with another SIG. The fewer visible people we have on the SIG Steering Committee, the more intense this pressure becomes. Our influence as a group on both DEC and DECUS will decline significantly if we loose our independent status. Please try to find a way to help us out. If you want to talk about it, call Doug Bohrer at 312-251-9449 or Larry LeBlanc at 312-860-8181 or Sue Abercrombie at 207-773-7231.

Until we can find someone, the Steering Committee has decided to reorganize. Sue Abercrombie will become Library Coordinator. She will also keep responsibility for overall coordination of symposia offerings. Scheduling and representation to the DECUS Symposia Committee will be pooled with two other SIGS.

## NEWSLETTER PRICE FALLS

## Douglas Bohrer

Editor, The Special Character Set
The APL SIG had over 70 percent of its $U S$ members subscribe to its newsletter. As a result, the SIG had a "paper profit" margin of over 50 percent of sales revenue. The movers and shakers of the DECUS publishing community, wowed by this unexpected result from the smallest SIG in DECUS, have decided to let us lower our yearly price to $\$ 5$ starting next year. Most newsletters lost money this year and will be increasing their prices to cover the shortfall.

The problem of reprints of this years issues, numbers 6 and 7 , has not yet been resolved. Hopefully, I can publish back issues through the DECUS Library and DECUS Store as I have the collection of issues 1-5. (The collection of issues 1-5 is still available from the DECUS Library for \$5, order number "APL NEWSLETTERS".)

## Language Enhancement

## Proposal for a Dyadic Execute in APL

by Homer A. Hartung
Philip Morris,
USA Research Center
P.O. Box 26583

Richmond, Va. 23261
A few years ago I started using a simple function named DEFAULT. In APLSF on our TOPS-20 the listing is:

$$
\begin{aligned}
& \nabla \quad Z K+X H \text { DEFAULT YU:LTRAP:UERFOK } \\
& \text { [1] } \left.\square P^{\prime 2 R A} P{ }^{\prime \prime} Z K \leftarrow Y\right]^{\prime},\left[A V[102100],{ }^{\prime} \rightarrow 0^{\prime}\right. \\
& \text { [2] } \quad 2 K+9 K H
\end{aligned}
$$

In the first line a trap is defined such that the right argument is returned if an error is encountered. (Quad-AV 102100 is the carriage return and line feed in APLSF.) In the second line an execute of the left argument is attempted and this will return a result unless an error occurs and the trap prevails.

To see how this works, consider the task of setting up formatted tables. Suppose we want to be able to put a title at the top but we don't want the program to stop on an error if we forget. This situation is handled very easily by using:

$$
T L \leftrightarrow ' T I T L L^{\prime} \text { ' LEEAULG 'UKTITLED' }
$$

where TL is localized in the formatting routine. By default TL is always defined for later use. If TITLE has been defined by the user, TL will take that value. If not, TL takes 'UNTITILED' by default.

DEFAULT is also useful when doing calculations where we want protection from inadvertant domain errors. In such cases, I have adopted the convention that the variable named 'NA' (not applicable) should have a numeric value which is easily recognized as such. The following line can be used:

```
LOGK+'100X' DEAGULT 'MA' DEFAULT''999G
```

A program with this line in it will run smoothly even if $X$ happens to have a zero or negative value. If the numeric value of NA was not defined in the workspace, LOGX will be assigned -999999 for NA.

The DEFAULT function has proved so useful that it is now extensively imbedded in many of our applications programs. This suggests that there should be an APL operator to do the same job. The "execute" is a logical choice since it is currently used only as a monadic operator. It would be consistent with the spirit of APL if it were defined for both monadic and dyadic use. In the dyadic case, the left hand argument would be the default. This is consistent with the current specifications for the monadic operation.

If the proposed dyadic operations were defined, my function that formats tables would use the line:

```
TL*'UNTTTLED'甲'TITLE'
```

Similarly, my functions to do logarithms would contain:

$$
L O G X \leftarrow\left(-999999 \Phi^{\prime} 7 A^{\prime}\right) \Phi^{\prime} 100 X^{\prime}
$$

## APPLICATIONS

APL APPLICATION IN INSURANCE<br>by James J. Skinner Jr.<br>Assistant Secretary - Treaty Systems<br>North American Reinsurance Corp.<br>100 E. 46th Street<br>New York, New York 10017

## INTRODUCTION

Based on the quantitative nature of insurance, which evaluates and measures risks statistically in large numbers, APL becomes a perfect application because of its mathematical and interactive characteristics.

## APPLICATION

From an underwriting and marketing point of view, APL can serve as a valuable management resource and tool. In insurance, statistical information is the backbone for the ratemaking, pricing, selection and evaluation of the business, and is utilized extensively by the Underwriting and Marketing areas. With utilization of APL, this information can be custom tailored and printed on final reports to fulfill the individual needs of these insurance areas. This is especially evident when a "what if?" or "as if" situation arises. With the dynamics of APL incorporated, management decision can be aided by the timeliness of the immediate turnaround of this statistical information.

## Imagine the following scenario:

A data collection function has gathered loss information into a ( $10 \times 5$ ) matrix of data called MAT. (First dimension is ten losses for each year, second dimension is five loss years.) Another function has collected fives years of earned premiums into a ( $20 \times 5$ ) matrix of data called PREMS. ( 20 premium figures for each year.)

Variables are:
MAT - Losses
PREMS - Premiums
Management realizes this data is already available and then tries to analyze it. The question arises "What would the Total Incurred Loss be for each loss year if a certain deductible or retention existed?"

# Functions and Idioms 

The following interactive program would be written:

```
    \nablaENCESS[口]\
    \nabla F+EXCESSS MAT
[1] ENTEF THE FETENTIOH/DEDUCTIELE ------ ,
[2] ,'[I13'$F:t+/[1]mat-0
```

This program would subtract the deductible from each loss then add up all the excess amounts and summarize by loss year. Managers can now sit down and analyze data based on any deductible they choose and get on immediate summation on a terminal. Management now asks "What would be loss ratios look like when I select different retention levels?" Responding immediately, this function is written:

As you can see, someone can now sit at a terminal, enter various deductible levels and evaluate total losses incurred and loss ratios just by entering a deductible. APL is quite a powerful tool!

This application was only two lines and one line respectively, obviously a simple task for APL. However, it is only the start of the thousands of applications which is only limited by the imagination of the User/Programmer. The beauty of this is that the User/Programmer may be the manager himself. This is one reason APL application can be so easily applied since the user requirements are programmed and/or used by the insurance managers themselves. They know the business so they use the applications.

Management can always get data, but to manipulate it themselves in any form provides an imaginative analysis of the insurance business. APL language is the instrument that makes this happen.

Copyright 1984 James J. Skinner, Jr.

```
.R APL
TERMINAL..LA
WELCOME TO APL/11 vi.00
CLEAR WS
        )READ CJSW
        )FNS
CJSW DJSW
        )VARS
        \nablaGJSW[\square]\nabla
        \nabla I CJSW L ;R
[1] 23I36
[2] R+\phi,(16\rho2)T21II
[3] R[I+1]+L
[4] 23I36
[5] 22I(16\rho2) & |R
    \nabla
        \nablaDJSW[व]\nabla
        \nabla DJSW
[1] 23I36
[2] (.(16\rho2)T21I1)/\phi0,115
        \nabla
        DJSW
14139
```


## HACKING IN APL-11

Doug1as Bohrer
Bohrer and Company
903 Ridge Road Suite 3
Wilmette, IL 60091
This article is a collection of the latest tricks I've found for APL-11 version 1. The first three may work in APL-11 version 2, but have not been tested. The fourth is version 1 only. The fifth is a TSX+(TM) trick. None of these features are documented in the APL manuals. Experiment before you depend on them.

Peek and Poke
There are three dyatic I-beam functions which implement peek and poke. For either peek or poke you must first position the peek/poke address pointer. Executing

23 . 18 N
sets the pointer at address $N$. Then either a peek or a poke at the address is possible.

To peek, execute
21 .IB N
where $M$ is the number of words to be looked at. After the peek, the peek/poke address pointer points to the address $\mathrm{N}+\mathrm{Mx} 2$. If you want to poke location $N$ after peeking, you must reposition the pointer before you poke.

Poking is much the same as peeking. First set the address pointer, as above, to the address $N$. Then do the poke with

22 .IB IV
where IV is a vector of numbers representable as 16 bit integer values. After the peek the address pointer points to $1+\mathbb{N}+2 x$. RO IV.

I have not tried this feature extensively. The two examples are CJSW and DJSW. The function CJSW changes bit settings in the RT-11 Job Status Word. Variable $I$ is a vector of bit numbers to be changed. The right hand argument $L$ is the new settings of the bits of $I$. For example

015 CJSW 01
will turn off bit 0 and turn on bit 15, leaving other bits as they were.

Function DJSW displays the bit numbers of set bits.
I tried to use these functions to set up a single character activation mode for input inside APL. I couldn't get it to work. Maybe you can. If so, let me know.

Byte I/O for the Terminal
There are two features that can be used for byte I/O to the terminal. The first uses the quad-arrow with channel 0 , the terminal channel. An equivalent method uses a dyadic I-beam function.

When the interpreter comes up in a clear workspace, channel 0 is open to the terminal. Output of arbitrary type can be sent to the terminal using channel 0 . For example

DUMMY_0 .OQ[1]14
will send a shift in to the terminal. However, whatever is sent is followed by 6 spaces.

The equivalent I-beam output would be
20 . IB 14
As above, whatever is sent is followed by 6 spaces.
This feature can be used in a startup file under TSX + (TM) to set up smart terminals. Function TERSET sets up my Concept AVT(TM). QAV is a matrix because as a vector it will not survive a )WRITE ) READ storage sequence correctly.

## 32 Bit Integers in Files

If you are reading or writing files for other languages, you may wish to use 32 bit integers. However, since 32 bit integers are not a storage type in the APL-11 file system, they must be faked using 16 bit integers.

To write 32 bit integers, you first convert an array of numbers to the equivalent pairs of 16 bit integer values. Then write them to the file as storage type 2 integers. If XX is a vector of integer values then

FP_0/8.0Q[2]C3216 XX
would write them to the file on channel 8 so that they can be read by another language as 32 bit integers. The function C 3216 does the numeric conversion.

To read 32 bit integers, first read twice as many 16 bit integers. Then use function C1632 to convert them to the 32 bit values. To read fifteen 32 bit values from channel 8 into vector 132

I32_C1632 8.IQ[2]30
If you are doing this sort of thing, use double precision to get all the significant bits.

Localizing the Origin
The programs C1632 and C3216 are used in both origin 0 and origin 1 workspaces. In order to localize the origin in APL-11 version 1, you first save the result returned from executing an )ORIGIN command. In both C1632 and C3216 this is done on line 1. The returned value will be either 'WAS 1' or 'WAS 0'. At the end of the function you execute another )ORIGIN command to put the origin back


SETSIZ Under TSX + (TM)
Using the SETSIZ program can get you about 1 K words extra workspace under TSX+ version 4.0. The dialogue is as follows:
R SETSIZ
*APL/T: n
*APLDP/T:
$\wedge$ A
where $n$ is the octal size that works for the hardware type of the APL-11 you're using. For APL06 I've used $n=74$ and for APL07 $n=72$. For other versions, experiment. If the number is too big you get SYSTEM ERROR messages when you try )READ commands or defining functions.

Mission Impossible
For all of the above tricks, the standard "Mission Impossible warning applies: if any of your force is caught or killed, the APL SIG will disavow all knowledge of your actions.

```
        \nablaC3216[口] \nabla
    \nabla R&C3216 N ; CV
[1] CV&\epsilon')ORIGIN 1'
[2] R+((\rhoN\leftarrow,N),2)\rho0
[3] R[;1]+LN\div65536
[4] R[;2]+N-R[;1]\times65536
[5] R[\mp@code{R ]+R[;2]+((32767<R[;2]),[1.5]-32768>R[;2])+.*-65536 65536}
[6] CV\leftarrow\epsilon')ORIGIN ',4+CV
    \nabla
    \nablaC1632[口] D
    | R C C1632 N ; CV
    CV+\epsilon')ORIGIN 1'
[1] N] N\leftarrow((LO.5\times\rhoN),2)\rhoN\leftarrow,N
[3] R R N [;2]+(-65536\times(N[;2]\geq0)^N[;1]<0)+65536\timesN[;1]+V/N<0
[4] CV+\epsilon')ORIGIN , 4\downarrowCV
\nabla
```

APL-1l/RT-11 Magtape/TSX Shared Files
Version: October 1983
Author: Doug Bohrer, et.al., Bohrer \& Company, Wilmette, IL
Operating system: RT-11 V4, TSX-PLUS 2.2
Source Language: APL, C, FORTRAN IV, MACRO-11
Memory Required: 56 KB
Special Hardware Required: FIS or FPP are recommended for APL.
This is a collection of several unrelated programs. The following is a brief description of the programs to be found on the tape. The floppy diskettes include items three through six only.

1. Very fast tape backup and restore system. Backup tape is blocked at l0kb per block and has its own directory. Files can be selectively backed up or restored. Tape writes are double buffered. Written in DECUS 'C'. SAV files are included in the distribution.
2. Programs to read IBM and other foreign tapes using RT-11 V4 SYSLIB in FORTRAN and ' $C$ ' with SAV files included.
3. APL-ll V1, considered more reliable than APL-ll V2. SAV files only. Sources not available.
4. APL utilities include file handling, fancy character bar graphs, print formatting aids and counting type computation functions. Multiple linear regression can use either workspace variables or files for data.
5. FORTRAN/C file handing filter programs to set up APL files, match records from two input files on a key field. SAV files included.
6. FORTRAN subroutines to handle TSX-PLUS shared files wih random access fixed length records. Buffering and locking/unlocking blocks is automatic. Records can span blocks.

Note: Please note that the Floppy Diskettes (KB) contain a subset (items three through six) for floppy systems only.

Restrictions: Shared file routines use TSXLIB (DECUS No. ll-49ø) which is not included with this package. The sources for APL Vl are not included.

Associated Documentation: FOR APL-ll documentation order the APL-11 V1 RSTS/E Digital manual: AA-5076A-TC from your Digital Sales
Representative.
Complete sources not included. Documentation may or may not be included on the magnetic media.
Media (Service Charge Code): Floppy Diskettes (KB), $500^{\prime}$ Magtape (MA)
Format: RT-11
S1176
830712/

## STATE INDICATORS

WRITING A PDP-11 APL IN C
Preliminary questions
Mapping workspace to disk
Interpreter and its tables
Calling foreign language routines
Issuing EMT's directly from APL
------
WHY THE PDP-11?
APL-11
------
WHY C?
Portable
High level language
Fastest execution speed of the high level languages
WHY WHITESMITHS C?
Commercially supported product
Available for RT RSX RSTS/E PRO
Issue EMT's direct from C
Error handling _when _raise feature
------
WRITING A PDP-11 APL IN C
Preliminary questions
>>>> Mapping workspace to disk
Interpreter and its tables
Calling foreign language routines
Issuing EMT's directly from APL
------
MEMORY MANAGEMENT ALTERNATIVES
Map workspace to disk, demand page to memory
High overhead
Read objects to memory on demand
Objects must fit in memory
Entire workspace in memory
Workspace size is limited by address space
Interpreter is heavily overlaid to gain more workspace
MY CHOICE: MAP TO DISK WITH DEMAND PAGING
No limit on object sizes
Few or no overlays
Can look like "big machine" APL
Accept speed penalty
------
IMPLEMENTATION
Workspace mapped to multiple disk files
Each ws file is mapped to an address segment
FILEI.AWS 8 blocks 00777

FILE2.AWS 8 blocks $01000 \quad 01777$
Workspace addresses use 27 bits of a 31 bit address space
Allows for a 134 million character workspace
advantages of multiple file active workspace
Use of multiple volumes to get more space/speed on small systems
Shared read-only access of commonly used functions
------
MAP USER DISK FILES INTO SAME 31 BIT ADDRESS SPACE
User file addresses range from 01000000000 to 017777777777
channel 3
channel 4
channel 5

| 01 | 000 | 000 | 000 | to | 01 | 777 | 777 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| 02 | 777 |  |  |  |  |  |  |
| 02 | 000 | 000 | 000 | to | 02 | 777 | 777 |
| 777 |  |  |  |  |  |  |  |
| 03 | 000 | 000 | 000 | to | 03 | 777 | 777 |
| 777 |  |  |  |  |  |  |  |

..........
channe1 12
012000000000 to 012777777777

```
WHY MAP USER DISK FILES?
    Same routines handles all disk accesses
    Buffers shared by workspace and user disk files
    Allows files to be treated as APL variables if desired
WRITING A PDP-11 APL IN C
    Preliminary questions
    Mapping workspace to disk
>>>> Interpreter and its tables
    Calling foreign language routines
    Issuing EMT's directly from APL
INTERPRETER INTERNALS
```

    text entered
    CHARACTER TRANSLATOR
    internal character representation
    LINE PARSER
    internal code
    CODE INTERPRETER
    results
    CHARACTER TRANSLATOR
Depends on the terminal character set
IT
Bit paired
Key paired
LINE PARSER
Manages conversion to op-codes and symbol table indexes
Makes symbol table entries for new names and literals
CODE INTERPRETER
Executes internal code
Stacks pending operations caused by ) ] ;
Maintains state indicator for function calls
Localizes variables
------
CODE INTERPRETER STATES
Looking for right hand argument
Looking for function
Looking for left hand argument
Looking for line end
ADVANTAGES OF APL OBJECTS AS INTERNAL INTERPRETER TABLES
Same routines manipulate both internal tables and user objects
Tables are part of the workspace saved
Tables may be interactively displayed and altered
Complex internal functions can be built in APL

```
\squareNAMES OBJECT NAMES
storage type: 8 bit character
matrix: one row per literal or named object
collumns:
    1-16. 16 character object name. init to blanks
note: Literals have blank names
ZSYMB SYMBOL TABLE, LINK BETWEEN पNAMES AND \STRUCT
storag: type: }32\mathrm{ bit integer
matrix: one row per literal or named object
collumns:
1. Object type: nil fn, mon fn, dy fn, amb fn, var, label, lit
                    op code, value error
    2. Index to DSTRUCT (nix if value error or op code)
    3. Index to previous local/global entry in DLOCAL
    (nix if global entry)
```

```
\square\TRUCT
                            OBJECT STRUCTURE TABLE
storage type: 32 bit integer
matrix: one row per object
collumns:
    1. Storage type: 8 bit character, 32 bit real, }64\mathrm{ bit real;
                        signed/unsigned 8 bit or 16 bit integer;
                    32 bit integer; index object; function;
                    system/user reserved
    2. Index to DSPACE (nix if a scalar or null)
    3. Index to \SYMB (nix if not in \SYMB)
    4. Index to pending entry in \IOPSTAK
    5. Number of elements
    6. Rho rho
    7-14. Rho if needed. Scalar value otherwise.
-.----
DSPACE AllOCATED SPACE TABLE
storage type: 32 bit integer
matrix: one row for each block of workspace allocated
collumns:
    1. Space used(+) or available(-)
    2. Starting address of block
    3. Index to \STRUCT (nix if space available)
FUNCTION REPRESENTATION
storage type: 32 bit integer
vector elements:
    1. Index to पSTRUCT for local variable list
                local variable list is vector of indexes to \SYMB
                for result, left arg, right arg, other local variables
                (result nix for no result, left arg nix for mon fn or
                nil fn, right arg nix for nil fn)
            2. Index to पSTRUCT for label list
                label list is a matrix: one row per label
                collumns are 1) index to पSYMB, 2) line number
            3. Index to OSTRUCT for function as entered
                function as entered is a character matrix
            4. Index to [ISTRUCT for the line internal code list
                line internal code list is a vector of indexes to पSTRUCT,
                    one for each line of code
                    each line is a vector of object and op codes
    5. Index to [STRUCT for stop vector (nix if no stops)
    6. Index to OSTRUCT for trace vector (nix if no trace)
Note: Literals are entered in DSYMB as global variables
    each with a name of }16\mathrm{ spaces.
#local \squareSymb ENTRIES FOR OBJECTS SUPERSEDED BY LOCAL VARIABLES
storage type: 32 bit integers
matrix: one row per object
collumns:
            1. Object type
            2. Index to पstruCT (nix if value error)
            3. Index to previous local/global entry in Mlocal
            (nix if global entry)
            4. Original position in DSYMB
Note: Collumns 1-3 are copied from the original entry in \\SMB
[DPSTAK
                    STACK OF PENDING OPERATIONS
storage type: 32 bit integer
matrix: one row per pending operation
collumns:
    1. Function negative if an op code, or non-negative
        index to पSTRUCT if defined function
    2. Axis index to \STRUCT (nix if no axis)
    3. Right argument index to पSTRUCT (nix if none)
    4. Code interpreter state
```

```
QSTATE STATE INDICATOR TABLE
storage type: 32 bit integer
matrix: one row per defined function call
collumns:
    1. Function index to DSYMB
    2. Line of function at which suspension occurred
    3. Point of line at which suspension occurred
    4. Point of DOPSTAK at which suspension occurred
GlitFREE
LITERALS NO LONGER IN USE
storage type: 32 bit integer
vector:
    each element is an index to OSYMB
-------
I\SYADD SYSTEM ADDRESSES
storage type: 32 bit integer
vector: 3 elements
    1. Starting address of \SYMB
    2. Starting address of ISTRUCT
    3. Starting address of पSPACE
Note: पSYADD is always at addresses 0,1,2 of the workspace
WRITING A PDP-11 APL IN C
    Preliminary questions
    Mapping workspace to disk
    Interpreter and its tables
>>>> Calling foreign language routines
    Issuing EMT's directly from APL
ALTERNATIVES FOR CALLING FOREIGN LANGUAGE ROUTINES
    Link (task build) the foreign routines into the interpreter
    Chain to them
LINKING
    Requires compatible calling interface
    Imposes size constraints on foreign routines
    Imposes limit on the number of routines that can be linked
    Requires relinking for each change while debugging
    Limits portability between installations
CHAINING
    APL workspace must be "reentrant"
    Slow execution compared to linked routines
    Limited data exchange area (184 bytes)
    All nonresident handlers released (RT-11)
CHAINING TO A FOREIGN ROUTINE FROM APL, RETURNING TO APL
```

```
IN APL: Re'file spec' Ichain DATA
```

IN APL: Re'file spec' Ichain DATA
1. APL flushes all buffers and closes all files
1. APL flushes all buffers and closes all files
2. APL stores the name of the first workspace file as an
2. APL stores the name of the first workspace file as an
ascii string at the beginning of the chain memory area
ascii string at the beginning of the chain memory area
3. APL puts DATA into the remaining chain memory area starting
3. APL puts DATA into the remaining chain memory area starting
in the first full word after the string
in the first full word after the string
4. APL chains to 'file spec'
4. APL chains to 'file spec'
IN FOREIGN PROGRAM:
IN FOREIGN PROGRAM:
1. Program extracts your data from the chain memory area
1. Program extracts your data from the chain memory area
2. Program puts results into the chain memory area, leaving the
2. Program puts results into the chain memory area, leaving the
workspace name string unaltered
workspace name string unaltered
3. Program chains to the APL interpreter
3. Program chains to the APL interpreter
BACK IN APL
BACK IN APL
1. APL gets the workspace file name and loads the workspace
1. APL gets the workspace file name and loads the workspace
2. APL restores the workspace to exactly where it was before
2. APL restores the workspace to exactly where it was before
opening all files that were open
opening all files that were open
3. APL returns the data from the first full word following the
3. APL returns the data from the first full word following the
workspace file name in the chain memory area
workspace file name in the chain memory area
4. Execution resumes: Re-filespec' JCHAIN DATA

```
    4. Execution resumes: Re-filespec' JCHAIN DATA
```

```
CHANGING STORAGE TYPE INSIDE APL
R<<type> ORETYPE <variable>
    The result has storage type of <type> with bit-for-bit copy of
        <variable> as its contents. The rho of the result is
        unchanged from the <variable> except for the last
        dimension which reflects the new storage type.
        Length error if the length in bits of any dimension
        of <variable> is not a multiple of the length of
        storage type <type>
R<<type> ПCONVERT <variable>
    The result has storage type of <type> with a numerical conversion
        of <variable> as its contents. The rho of the result is
        the same as <variable>
R-LTYPE <variable>
    Returns the current storage type for <variable>
------
WRITING A PDP-11 APL IN C
    Preliminary questions
    Mapping workspace to disk
    Interpreter and its tables
    Calling foreign language routines
>>>> Issuing EMT's directly from APL
--
SPECIAL VARIABLES NEEDED
\squareEmTdata
    A variable always mapped to the same memory area when
                        UEMT is called
\squareEmTadD
    The base address of the area where EMTDATA will be put
R- IEMT ARG
    ARG is a vector of }16\mathrm{ bit integer arguments
    ARG[0] is the EMT code
    ARG[1] is the argument to be placed in regester 0
    ARG[2 ... ] are arguments to be placed on the stack
--
                VDSTATUS DEV
    [1] पEMTDATA&16 पCONVERT 0 0 0 0, पRAD50 DEV
    [2] }->(0\leq\squareEMT 16 [CONVERT _342,\squareEMTADD+0 4)/B
    [3] 'DEVICE NOT FOUND'
    [4] B1: []EMTDATA& 32 [CONVERT DEMTDATA
    [5] }->(0=\squareEMTDATA[2])/
    [6] 'HANDLER NOT LOADED'
        \nabla
```
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### 1.0 RURROSE

The purpose of this document is to explain the migration process from APLSF to VAX APL which is performed by the tool SFTOVX. In example is provided document also explains the possible error messages and lists the APLSF/VAX APL incompatibilities.

### 2.0 Explanation

The migration of APL workspaces and data files from APLSF to VAX APL occurs The migration of APL workspaces and data files from aplsf to vax APL occurs stream which then executes APL functions that create text files from APL siream which then executes APL functions that create that the easiest way to perforn the migration in an unattended mode is by building this batch control stream. MIGRATE interacts uith the user to find out what should be transported and prompts the user for filenames. MIGRATE also allows the user to specify an optional filter workspace (containing functions such as FILTER, ASFILTER, and DAFILTER) Which allows the user to modify the file before it is transported. Files which can be transferred include workspaces, and /AS, /IS, IDA and /BS data files. Through MIGRATE, a batch stream is executed which invokes the DRIVER
function to transfer workspaces, the ASDRIVER function to transfer /AS data function to transfer workspaces, the ASDRIVER function to transfer /AS data
files, etc. Note that when the driver function is invoked to transfer a files, etc. Note that when the driver function is invoked to transfer a
data file, its name reflects the type of file it is transferring (for

## example, ASDRIVER, DADRIVER)

These driver functions dump the workspaces and data files as input scripts into text files which are then transferred by the user"s oun methods to the VAX. They are then used by VAX APL as INPUT files. DRIVER transports variables, system variables, channel assignments, uorkspace text to the vax. While the text file is being made, DRIVER examines the user-defined functions to perform source transformations that minimize the incompatibilities between APLSF and vaX apl.

Note that these transformations do not occur uithin literals (for example, arguments to execute). Any informational aessages displayed for the user are comment lines in the file trat is used as )INPUT to VaX APL.
Once DRIVER has generated the text file and the user has transferred it to the vax, the user executes an APL function called SUBMIT. SUBMIT interacts with the user and builds a VMS command file that, when run indirectly or in ath, a data file is created on the vax. These created files are the nigrated images of their counterparts on tops-20.

This is a general tool which can be overlaid by the user"s softuare in certain instances (for example, the FILTER function).
nate
DRIVER performs a load of each workspace being migrated. If the workspace contains a nonempty - BxCx, the bxLx will be executed. process. Note that APLSF has no facilitios to suppress . BXLX when loading a workspace.

### 2.1 Eiles In The kignation TgQ

Several files are contained in the migration tool.
SFTOVX contains files for both the -20 and the VAX. The tools themselves assume that they reside in a directory with the logical name RPLTV:, both on the vax and the -20 . The following files are contained in SFiovx.

- SF2VAX.MEN

SF2VAX. MEM is the documentation for the APLSF to VAX APL migration
tool. It contains only APL TTY memonics for the APL characters: expressions in SF2vaX. YEY assume . BXIO is 1

There are detailed examples listed in SF2VAX.MEM. The examples are aluays reproduced in APL TTy menonics, even though some of the files produced by the wigration tool contain APL key-paired ASCII APL characters. Note that. KM and. KJ are the VAXAPL TTY mnemonics for <carriage return> and <linefeed>. Since the files built for migration have lines longer than 132 characters, the printed line. When such wrapping occurs, the line ends uith m〈wrap>" to show that it was wrapped for expository reasons.

- bXAV.LA

This is a translation table from APLSF's. BXAV to VAX APL's -BXAV used by the migration tool. The file contains APL key-paired ASCII APL character set and therefore must be printed or displayed on a device that can display APL characters.

Note the following:

- All of the APLSF . BXAV characters that print as .SQ are translated into the VAX APL character. SS (.BXAV [210]).
- The following APLSF . - XXAV characters do not exist in VaX APL"s - BXAV and are translated into the VAX APL character . CO (. BXA [211]): 38 (.FI), $121,103,113,115,116$, 117 , 122,123 (all explanation of these internal use characters in APLSF.
- Vax apl gllows illegal overstrikes in data, in quoted literals, anc in $Q Q$ input. The text files produced by this backspace cannot be migrated as a single character because yax APL will assume it to be part of an overstrike. Therefore, APLSF. SXAV [99 265] are translated into the VAX APL character . CC (.BXAV [207]).
- There are three overstrikes in VAX APL's - BXAV that are not in APLSF's - BXAV. If these overstrikes exist as three characters in a row in the APLSF data beingmigrated, they will appear as a single character in tax apl. These are the following:

$$
\begin{array}{ll}
\text {.CC (. over -) } & \text { - BXAV [207] } \\
\text {-SS (.LU over .US) } & \text { - BXAV [210] } \\
\text {-CO (.RU over .US) } & \text {-BXAV [211] }
\end{array}
$$

- SF2VXC.APL

SF2VXO.APL is built using the text file SF2vxo. IN as a )INPUT file to APLSE. For example, the following terminal session builds SF 2 VXC.APL on the -20 :

## gaplsf <br> terminal.. TT <br> <APLSF banner> <br> CLEAR WS <br> IINPUT SF2VXO.IN

SF2VXO.APL is an APLSF workspace containing the function MIGRATE. MIGRATE interacts with the user to buida control file that can be run in batch. The control file performs the time-consuming task of interacting with the DRIVER functions that transfor APLSF workspaces and data files into text files.

On the -20 , put SF2vxO.APL in APLT2V:.

- SF2VX1.APL

SF2VX1.APL is an APLSF workspace containing the function DRIVER. DRIVER runs inside an APLSF workspace to transform it into a text file. SF2VX1.APL transfers the workspace identification, the file channel assignments, the settable system variables, the user-aefined groups, the user-defined functions, and the user-defined functions in an effort to minimize incompatibilitie between APLSE and Yax APL.

On the -20 , put SF2VX1.APL in APLT2V:.

- SF2VX3.APL

SF2VX3.APL is built from the VAX APL )INPUT file SF2VX3. IN
SE2VX3.APL is a VAX APL workspace containing numer ous user-defined functions that simulate the behavior of certain APLSF primitives under VAX APL. The source transformations performed by Driver ser-defined replace cer

- .LDUSEN uses . $B X V R$ under VAX APL to simulate monadic eEN from APLSF.
- -LD.USDE uses monadic .EP under VAX APL to simulate monadic -DE from APLSF.
-LD.USOM uses B/.ID.RO B under VAX APL to simulate . OM B from APLSE.
- LD.USDQ uses a particular setting of . BXCT under VAX APL to simulate . DG from APLSF.
-LD.USAB sets . $3 \times C T$ to 0 under $V A X A P L$ before simulating dyadic.aB from APLSF.
- LD.USIB simulates certain monadic I-beams under APLSF on vax APL. The ones that $c$ annot be simulated or are not supported under APLSF signal an error.
- .LD.USAPPEND, -LD.USDEQ, .LD.USENQ, .LD.USFCM ${ }^{-L}$ and .LD.USMTP replace the APLSF system functions - BXAPPEND, -BXDEQ, BXENQ, . BXFCM, and . BXMTP. These user-defined functions repor functionality that is "not available in vax apt".
- . LD.USASCII replaces. BXASCII from APLSF. It also returns a vector of 128 characters from VAX APL"s . BXAV which closely resemble the ASCII characters.
- LD.USAV replaces . BXAV from aplsf. It also returas a vector of 512 characters from Vax apl's oxay which closely resemble PLSF $s$ see the filla for the. gXAV translation table in APL character set.

Note that all of the characters in APLSF-s.BXAV that print as . SQ are simulated by VAX APL's .BXAV [251]. The following - BXAV codes in AplSF are not supported uith . BXAV [211]:

| APLSF . PXAY index | name |
| :---: | :---: |
| 38 | . FI |
| 101 | double linefeed |
| 103 | null |
| 113 | left bracket |
| 115 | right bracket |
| 115 | up arrow |
| 117 | left arrow |
| 122 | tilae |
| 123 | delete |

- -LD.USASS replaces. BXASS from APLSF and reports an error if its argument contains an APLSF password, a "ppn" surrounded by square brackets, or the switches /BS or /DUMP, since none of these aro supported in yax apl.
- LDDUSCHS . LD.USCLS, LD.USDAS, and .LD.USFLS replace the QPLSF System functions BXCHS, BXCLS, BXDAS, and. BXFLS. While all of these system functions exist in VAX APL, their than 100 is different from under APLSF. fhese user-defined functions simulate the behavior under aplSF in these cases.
- LDDUSCIQ, $L$ LD.USCJQ, and .LD.USDVC replace the APLSF system functions EXCIQ, $B X C D Q$ and $B X D V C$. While all of these system functions exist in VAX APL, their behavior in VAX APL is different fron under aplsfo Tnese user-defined functions apL"but is "INCOMPATIRLE WITi APLSF".
- LD.USQLD, LDD.USQCD and . LD.USQPC replace the APLSF systen functions $B X Q L D, \quad B X Q C D$, and . BXQPC. These user-defined functions check their argument for an APLSF-style passuord on the workspace being
- . LD.USRENAME replaces the APLSF system function -bxRENAME. This user-defined function is designed to sisulate the behavior of APLSF's . BXRENAME by using the comand ".EP")00 RENAME ..." in VAX APL.
- . LD.USTT replaces the unsettable APLSF system variable . BXTT. This user-defined function uses. ${ }^{\text {bxit }}$ in VAX APL to construct the correct value teturned by. BXTT in APLSF for nterminal tye cor.
- Recause the user may not desire to perform all of the Recause the user may not desire to perform all of the
transformations, note that the primitives are in tabs and transformations, replacements are in the rows of MAP3. The system function names are located in rab4.

On the vax, put SF2vx3.APL in APLT2V:.

- SF2VX4.APL

SF2VX4.APL is built from the APLSF )INPUT file SF2VX4.TM.
F2V⒋APL is an APLSF workspace that contains the file drivers, ORIVER, ASDRTVER, ISDRIVER, BSDRIVER, and DADRIVER. These drivers re used to tor and /DA files, respectively) into text files.
on the -20 , put SF2VX4.APL in APLT2V:.

- SE2VX5.APL

SF2VX5.AFL is built from the VAX APL )TNPUT file SF2VX5.IN.
SE2VX5.AFL is a VAX APL workspace that contains the function SURMIT. SUBMIT interacts with the user to build a comand file that can be run in batch that will perform the time-consuming task of running VAX APL on all of the text files that have been miqrated from the -20 .

On the VAX, put SF2VX5.APL in APLT2V:.

### 2.2 Eiles Built gy Tae Mignatien Teol

Several files are built by the nigration tool.
The $A P L$ functions in SFTOVX produce files that either run other tools or
consist of text that should be transferred from the -20 to the vax.

- migrate in sf2vxo.apl on the -20

MIGRATE produces a batch control file named MIGnnn.CTL, where "nnn" is a number from 000 through 999, in the connected that does not exist. ${ }^{n}$ nn" by finding the first such file name

The workspaces and APL data files on the -20 that are to be migrated to the $V A X$ can reside in any accessible directory, as long as the file is not protected against reading.
o DRIVER in SF2VXI.APL on the -20
DRIVER produces a file named "usid.W2V" where "msid" is the workspace identifer of the workspace being transferred. The . $W 2 V$ file contains APL key-paired ASCII APL characters.
o File drivers in SF2VX4.APL on the -20
ASDRIVER, ISDRIVER, ESDRIVER, and DADRIVER each produce files named "file. x 2 V ", where "file" is the name of the APL data file being transferred, and "x" is "A", "I" "B", or "D", indicating
the type of DRIVER that produced the file. The $x 2 v$ file contains APL key-paired ASCII APL characters.

- SUBMIT in SF2UX5. APL on the vax

SUBMIT produces a command file named SUBnnn. com, where "nnn" is a number from 000 through 999, in the default directory. It chooses "nnn" by finding the first such file name that does not exist.
The VAX APL images of workspaces and APL data files aigrated from the -20 will be constructed either in the default directory on the vax or in a directory associated with the logical name Aplnnn:, where "nnn" was chosen by the DRIVER that produced the text file on the -20. SUBMIT will prompt the user for the definitions for these logical names.

### 2.3 User=Defined Eiltecs

The following describes user-defined filters which handle special migration difficulties.

MIGRATE allows the user to specify a "filter workspace to oe executed before the workspace or APL data file in question is processed:

- "igrating workspaces

The user-specified filter workspace is copied, using , copy, into
the workspace ane the function named FILTER is executed. This
niladic user-defined function can perform whatever transformations it wishes on the workspace. To prevent this workspace from being migrated, it can circumvent further processing by exiting APLSF via JoFF HOLD. When FILTER finishes, it is erased, using )ERASE, so it will not be ingrated with the rest of the workspace. the nigration process assumes that

- Migrating APL data files

The user-specified filter workspace is copied, using ) copy, into the workspace SF2VX4 and the function named "xxFILTER" is executed, where "xx" represents the first tuo characters of the DRIVER that will be executed. ISFILTER, BSFILTER, and DAFILTER are monadic (as are the associated drivers), where the right argument is the name of the file being processed. ASFILTER (and ASDRIVER) is dyadic, where the left argument is the character set to be used to read the file (1 if TTY, 2 if APL) and the right argument is the file name.

Note that it is important for users to provide their own version of the XXREAD routine that the XXORIVER calls to process the data file, especially if the file being processed is a /BS file with no headers on the records. In that case, users are the only ones who documentation of the xxREAD and xxDRIVER functions in SF2VX4.APL and SF2VX4.IN so users can determine if they must provide their own xxREAD to migrate a data file.

### 3.0 EXABRLE

ex is an example that illustrates the interaction betaeen the user and the migration tool. The example is divided into five parts:

1. MIFRATE running under APLSF
2. The TOPS-20 batch control file that results from running MIGRATE
3. DRIVER and the corresponding file drivers running under aplsf
4. Transfer of text files to VaX by the user"s own methods
5. SUBMIT running under yax apl

The input scripts, the result of executing a DEIVER, follow the running of each corresponding DRIVER function. Following each of these parts, there is a brief explanation of some lines of the script.

Note that terminal output is in uppercase, with apl input indented six spaces. Annotations are in lowercase.

1. The user runs MIGRATE from the workspace APLT2Y:SF2VX0 and describos the files that are to be processed.

## @APLSF

ERMINAL.. TT
SAVED 10:41:05 9-SEP-8370
check to see what .CTL files are already on disk
DSK:
)LIB * CTL
MIGOOO.CTL.
WHAT TYPE OF F
MIGRATE will create DSK:MIG001.CTL
DO YOU شISH to migrate? <cr>
invalid input gets the help message
VALID file types are w (WDRKSPACE), A (/AS), I (/IS), d (/DA), B (/BS) OR ANY SYSTEM COMMAND TO GE EXECUTED
OR Q (TO QUIT)
WhAT TYPE OF FILE DO YOU WISH to MIGRATE?
JFOD
(system) COMMAND

- EP ')foo' REPORTED ERROR 0 is

WHAT TYPE OF FILE DO YOUCK to the prompt
ILE DO YOU WISH TO MIGRATE?
revert means go back to the previous question WHAT FILE SPEC?
[CR TO REyERT] 〈cr>
and back to the promp
WHAT TYPE OF FILE DO YOU IISH TO MIGRAT
What file spect tcr to reverti $\$$
error 22 is INCORRECT PARAMETER fin a system comands RROR 022 IN FILESPEC $\$$, APL

> file does not exist

What file spec? [CR to revert $x$ Xx
XXX,APL DOES NOT EXIST
what file spec? [CR to Reverti <ct>
What type of file do you wist the prompt
OSK:
output from
LIB
DSK:
and back to the prompt
WHAT TYPE OF FILE DO You wants to migrate workspaces
WHAT FILE SPEC? [CR TO REVERT] *
SER DEFIND use FILTER IN FOD:

- MCRKSFACE A,ADC workspaces DSK:A.APL and DSK:B. APL have been processed wORKSPACE B,APL SETUP COMPLETE
DO you have more files to process? my
user wants to migrate workspaces what type of eile do you wish to migrate?

WHAT FILE SPEC? $\quad$ wants to migrate DSK:WS.PD
no filter this fip
USER DEFINED FILTER? [CR IF NONE] (cr)
WORKSPACE WS,PD IS COCKED
if the user provides the passuord, the ws can be
HAT IS THE PASSWDRD? CCR TO SKIP THIS WSJ FOO
! WORKSPACE WS,PD SETUP CJMPLETE
DO YOU HAVE MORE FILES TO PROCESS? [Y OR N] Y
WHAT TYPE OF FILE DO YOU WISH TO MIGRATE? W
WHAT FILE SPEC? [CR TD REVERTJ WS,PD
USER DEFINED FILTER? CCR IF NONEJ <cr>
WDRKSPACE WS,PD IS LOCKED
user wants to skip processing of W.PD
WHAT IS THE PASSWORD? CCR TO SKIP THIS WSJ <cr〉
1 SKIPPING WORKSPACE WS,PD
DO YOU HAVE MORE fiLES TO PROCESS? [Y OR N] Y
hat type of file do you wish to migrate? )lib wrk:*ada
3.ADA

What type of file do youmants to process foafiles
hat file spect rcr to yish to migrate? d
use dafilter in fon:da
SER DEFINED FILTER? LCR IF NONEJ FDD:DA
DA FILE WRK:A,ADA SETUP COMPLETE
do You have more files to process? [y or n] y
पAT TYPE OF FILE OUSer wants to process /as files
yat file spect rer to revertia migrate? a
an extra question for /as files only
what character set? empty input causes a reprompt
invalid input gets the help message
WHAT CHARACTER SET? [TTY OR BIT OR KEY] W
VALID CHAFACTER SETS FOR READING /AS FILES ARE T (TTY), B (BIT), K (KEY) USER DEFINED FILTER? LCR IF NONEJ FOD:TTY
! as file a, as setup complete
OD you have more files to process? [y of y y
hHat type of file do you wish to migrate? a
WHAT EILE SPEC? [CR TO REVERTI A.AAS
Hhat Character set? rtiy or oit or keyj k
USEG DEFINED FILTER? [CR IF NONE] FDO:KEY
I AS EILE A, AAS SETUP COMPLETE
DC YOU HAVE MOPF FILES TO PROCESS? CY DR NJ Y
bYAT TYPE OF FILE DQ YOU KISH TO MIGRATE?
MAT CHARACTES SET? TOTY ORTAAAAS
USER DEFINED FILTER? [CR IF NONE] FDOPIT
! AS FILE A, AAS SETUP CCR IF NON
do you have more files to proce
What type of file do you wish to migrate? a
What trpe of file do you ilsh to migrater co
WHAT FILE SPEC? [CR TO REVERT] *.AAS[4,244]
WHAT CHARACTER SET? [TTY OR BIT OR REY] T
USER DEFINED FILTER? [CR IF NONEJ FOJ:AS
1 AS FILE A,AAST4,244] SETUP COMPLETE
1 AS FILE B\&AASE4,244] SETUP COMPLET
DO YOU HAVE MORE FILES TO PROCESS? [Y OR NZ Y
WHAT TYPE OF FILE DU YOU WISH TO MIGRATE? ILIB WRK:*,AISE4, 244]
A.AIS
B.AIS user wants to process /Is files
WHAT TYPE OF FILE DO YOU WISH TO MIGRATE? I
WHAT FILE SPEC? [CR TD REVERT] WRK:*. AIS[4, 244]
USER DEFINED FILTER? LCR IF NONEJ FDO:IS
1 IS FILE WRK:A,AIS[4,244] SETUP CDMPLETE
1 IS FILE WRK:B,AIS[4,244] SETUP COMPLET
DG YOU HAVE MORE FILES TU PROCESS? [Y OR N] Y
What type of file do you wish to migrate? uib *.abi
DSK:
A. ABI
g.ABI
mHAT TYPE OF FILE DO YOU UISA TO MIGRATE?
WHAT FILE SPEC? [CR TO REVERT] *.ABI
USER DEFINED FILTER? [CR IF NONE] FOD:BI
1 BS FILE A,ABI SETUP COMPLETE
I BS FILE B,ABI SETUP COMPLET
user wants to qui
MGE MGRATE buile MIGOO1.CTL all right
- MIG001,CTL [4,244J/AS COMPLETED
) OFF HJLD

Note that 1 means the message will be listed in the cTL file. Although users may insert a comma (,) or a period (.) in the filespec, only a comma is output in the messages.
sers can severt to the type of tile prompt even if they are at the file spec promet level. This allows thea to check what files are on disk through llip. Note the following behavior of llib in ApLSF.
 following apoly.

- 5 may have a comma or a period before the file type.
o Iff is of the form or f, apl or f,typ or DSR:f.... R's inst line will be DSK:

If $F$ has no *, $R$ uill be a vector.
If $F$ has $a^{*}, R$ is a matrix, $\quad B X P=$ wide, with filenames right If F has a *, $R$ is a matrix, $B x p y$ uide, justified to columix six and. APL, APL will not be present in $R$.

- $R$ is 0 e.ro 0 if an error occurs.
- If $0=. r o, R, F$ does not exist.

If $F$ is dev:f... and $F$ does not exist, $0=$.roR.
If $F$ is f... or DSK:F... and $F$ does not exist, $R$ is DSK:

- ")LIB f*" does not work in APLSF.
- ")LIB F-X" yields 22 Incorrect parameter
) unst have the device name (dev:) before the file specification and the [ppn] after the file specification.
following
- The files MIGRATE built and when the building occured (.BxtS)
( BUILDING MIGOO1,CTL [4, 244]/AS 19839910438990 QNOERROR
- User errors that occurred unile using Migrate
! MIGRATING S.APL TYPE APL
ERROR O 22 IN FILESPEC SAPL
I MIGRATING XXX,APL TYPE, APL
XXX,APL DOES NOT EXIST
workspace orocessing (with the user-defined filter that must be sorkspace processing (with the workspace, for example, foo: ${ }^{\text {o }}$
! MIGRATING *, apl TYPE , apl
1 USING EILTER FOD: W
@APLSF
*TT
*) MAXCORE 352
*)LOAD R.APL
*) COPY FOO:
*Filter
*) ERASE FILTER
*)PCOPY APLT2V:SF2VXI DRIVER
*DRIVER



## * DADRIVER -WRK:B,ADA"



- /as filea processing (with the user-defined filter ASFiliter, which /As finaz processing (uith the user-defined finter ASFILTER, which
is dyadic). Note the II/BIT response to the nterminal..." prompt
for the /BIt character set.

1 migrating aratas type facs
! USING Character set /tit
IUSing filter foo: tty

*) MaxCORE 352
*)LOAD APLT2v:SF2vx4
*) COPY FOO: TYY

* 1 ASFILTER - A,AAS
*) ERASE ASFILTER
* 1 ASDRIVER
*) OFF HOLD
) as file h, aas setup complete
I MIGRTING A,AAS TTPE, AAAS
I using character set /key
using filter foo: key
$\underset{* T T}{\text { apL }}$
*) Maxcore 352
*)LOAD APLTEV:SF 2VX4
*) COPY FOO:KEY
${ }^{*} 2$ ASFILTER - A,AAS
*) ERASE ASFILTER
$\stackrel{2}{*}$ ASDRIV
*) OFF HOLD
1 MS File ata as setup complete
I MIGRATING A,AAS TYPE, AAS
I USING FILTER FDO:BIt
@aplsf
*tt/bi?
*) MAXCORE 352
*) LOAD APLT2V:SF2VX4
*) COPY FOD:BIT
${ }^{*} 2$ ASFILTER - A,AAS
*) ERASE ASFILTER
${ }^{*}{ }^{2}$ OFF ASDRIV
© ASF FILE
o /AS files processing (with user-defined filter). Note the file specification contains [ppn].
! MIGRATING *, AAS[4, 244] TYPE, AAS
! USING CHARACTER SET /TTY
1 USING FILTER FDO: AS
@APLSF


## *TT

*)LOAD APLT2V:SF2VX4
*)COPY FOD:AS

* 1 ASFILTER •A, ASS[4,244]
*)ERASE ASFILTER
* 1 ASDRIVER $\cdot$ A, AAS[4,244]*
*) OFF HOLD


## @APLSE

*TT
*) MAXCORE 352
*)LOAD APLT2V:SF2VX4
*) COPY FOO: AS

* 1 ASFILTER - B, AAS[4,244]*
*)ERASE ASFILTER
* 1 ASDRIVER B, AAS[4, 244$]^{*}$

1 As FILE

- /IS files processing (uith user-defined filter). Note the file specification contains both a device name and [ppn].

MIGRATING *RK:*,AIS[4,244] TYPE ,AIS
USING FILTER FOO:IS
@APLSF
*TT
*) MAXCORE 352
*)LOAD APLT2V:SF2VX4
*)COPY FOD:IS
*) ERASE LSFILTERK:A,AIS[4, 244]*

* ERASE ISFILTER
*) OFF HOLD
I IS FILE WRK:A,AIS[4,244] SETUP COMPLETE
@APLSF
$\star$ TT
$\star$
*) MAXCGRE 352
*) LOAD APLT2V:SF2VX4
*) COPY FOD: IS
*) ISFILTER WRK:B,AIS[4,244]*
*) ERASE ISFILTER
* joff hold

1 IS FILE WRK: B, AIS[4, 244$]$ SETUP COMPLETE
0 fes files processing (with the user-defined filter bSFILTER in Fou: 1 ).

```
MIGRATING *,ABI TYPE,ABI
USING FILTER FOO:BI
GAPLSF
*TT
*)MAXCORE 352
*)LOAD APLT2V:SF2VX4
```

```
*)COPY FOO:BI
* BSFILTER *A,ABI*
*)ERASE BSFILTER
*OPE HORIVER *A,ABI*
*)OFF HOLD
| B FILE A,ABI SEtUP complete
@APLSS
*)MAXCORE }35
* LOAD APLT2V:SF2VX4
    *)COPY FOO:BI
    *) BSFILTER *B,ABI*
    *)ERASE BSFILTER
    * BSDRIVER - B,ABI'
    *)OFF HOLD
    BS FILE B,ABI SETUP COMPLETE
    1 MIG001,CTL [4,244]/AS COMPLETED
```

    Note that @NOERRDR means that SFTOVX continues processing in batch
    no matter uhat messages it receives. The JERASE that follous the
    copying of the filter workspace insures that the filter function
    will not be migrated.
    3. The user runs DRIVER in APLTRV:SF2VX1 on DSK:TESTO.APL.

- Workspace TESTO.APL contains the following:
- channels $1,2,4,6$, and 8 assigned
- various system variables settings different from a CLEAR WS
- two groups
- six functions (1 locked; 1 containing an error)
- six variables
- DRIVER runs under APLSF, producing messages.
! migrating testo,apl type ,apl
APLSF
terminal...tT
APL-20 DECSYSTEM-20 APLSE 2(552)
TTY226) 12:26:50 TUESDAY 27-SEP-83 USER [4,244]
CLEAR WS
wAS 40 P
lload testo,apl
SAVED 12:24:12 27-SEP-83 8P
SAVED $9: 21: 55$ APLT 27 S 2 VXI DRIVER
DRIVER

```
    *** [4,244]* REPLACED BY APLOOO:" IN WSID
    *** *FOO,ADA [4,244]/DA* REPLACED BY *APLOO1:FOO,ADA /DA* ON CHANNEL 1
    TMOM
    "*** DEF:FOUR,AIS [4,244]/IS= REPLACED BY -APLOO4:FDUR,AIS /IS' ON CHANNEL. }
    "*** OEV:SIX,ADA [4,4]/DA= REPLACED BY FAPLOOG:SIX,MDA /DA ON CHANNEL. }
    **** EIGHT,ABI [4,4]/BS REPLACED BY APLOO8:EIGHT,ABI /BS* DN CHANNEL 8
    O1 QUAD NAMES WERE REMDVED FRON THE HEADER OF FF:
    -ASSIGNMENTS TO THE FOLLOHING QUAD NAMES WERE REPLACED MITH QUAD SINK IN FF
    AV
    *THE FOLLONING PRIMITIVE FUNCTIONS WERE REPLACED WITH USER FUNCTIONS IN FF
    .AB.OM.IB$
    *THE FOLLOWING SYSTEM FUHCTIONS WERE REPLACED HITH USER FUNCTIONS IN FF
    AV
    **** LOCKED LOCKED
    **** BIG INTEGER IN Y
        )OFF HOLD
    TTY 226) 12:27:05 27-SEP-83
    CONNECTED 0:00:15 CPU TIME 0:00:08
    2233 STATEMENTS 9337 OPERATIONS
    EXIT
    e
o DRIVER produces a script in TESTO.H2V:. Note that APLOOO:, APLOO2:, APLO04:, APLOO6:, and APLO08: must be defined on
the VAX for TEST.W2V to work on the VAX.
    * BULLDING TESTO,W2V [4,244]/AS 1983 9 27 12 26 53 675
    JCLEAR
    **** - [4,244]* REPLACED BY *APLO00:* IN WSID
    )MSID APLOOO:TESTO
    \COPY APLT2V:SF2VX3
    **** FDOO,ADA [4,244]/DA* REPLACED BY *APLOO1:FGO,ADA /DA ON CHANNEL 1
    LLD.USASS F 1 APL001:FOG.ADA /DA'
    *** TWO,AAS [4, 244]/AS* REPLACED BY -APLOO2:TED,AAS /AS* ON CHAMNEL 2
    -LD.USASS - 2 APL002:TNO.AAS /AS*
    *** "DEV:FOUR,AIS [4,244]/IS* REPLACED BY -APLOO4:FOUR,AIS /IS* ON CHANMEL 4
    .LD.OSASS - 4 APLOO4:FOUR.AIS /IS*
    OLO.NSRSS 4 APCOO4:FOURORIS /LS O
    *** "DEV:SIX,ADA [4,4]/DA" REPL
    -LD.USASS - 6 APL006:SIX.ADA /DA*
    #*** "EIGHT, ABI [4,4]/BS" REPLACED BY *APL008:EIGHT,ABI /BS" DN CHANNEL 8
    -LD.USASS - 8 APL008:EIGHT.ABI /BS*
    -BXRESET
    -BXAOS_O
    -BXCT_0
    - BXGAG_O
    -BXIO-0
    -BXPP_10
    .BXPW-79
    -BXRL_O
    .BXTIMELIMIT_O
    A.US_**
    A.US_A.US,*.BX: -KM.KJ
```

```
BXSF=10.RDA.US
A.US_A.US, 'HI THERE - THIS IS .BXTRAP*
-BXTRAP_24.ROA.US
A.US-
-BXLX_O.ROA.US*
A.US_
A.US_A.US,`)GROUP G1 a BBBBBBBBBBBBBBBBBBBBBBBBBBBBEBBE
-XQ A.US
A.US-A.US,`)GROUP G2 xXXXXXXXXXXXXXXXXXXXXXXXXXXXXXX Y 22Zzzzzzzzzzzzzzzzzzzzzzzzzzzzzz -
A.US_A.US,: AAAAAAAAARAAAAAAAAAAAAAAMAAAAAAA!
A.US_A.US,* -
-XQ A.US
A.US_-.
A.US_A.US, "R_DUPSOUT X .KM.KJ*
A.US_A.US, ""REMOVES DUPLICATES FROM VECTOR .KM.KJ*
A.US_A.US,'R_((.IO.ROX)=X.IOX)/X,X .KM.RJ
A.US_.BX_.BXFX .BXBOX A.US .DM ( }0=1~0.RO A.US)/.BXERROR
A.US_-.
A.US-A.US,-ERROR.KM.KJ*
A.US_A.US,G:1 .KM.KJ*
A.US_A.US, -L:2 :KM.KJ*
A.US_.BX_.BXFX .BXBOX A.US .DM ( }0=1~0.RO A.US)/.BXERROR
A.US-:-
A.US_A.US, 'Z_A F B;T;.BXIO.KM.KJ*
A.US_A.US, 'L:1 .KM.KJ*
A.US_A.US,\cdots1 2 3 4 5 6 7 8 9 0 4 .DM" .KM.KJ
A.USA.US,\cdots.DD NG < .LE = .GE > .NE & OOR - % $00.KM.KJ*
A.USA.US,\cdots:QW ERRTYUIOOP
A.US_ASS, -O? -KM.KJ*
A.US_A.US, "一? .OM .EP .RO - .DA .ID .LD * { !- .KM.KJ*
A.US_A.US,\cdotsA S DFGGHJKLL(),RR矢,KM.KJ*
```




```
A.US_A.US,":LEFT .LU RIGHT •RU .DU .UU .DE .EN I ; : \". .KN.KJ
A.US_A.US,...ZA . ZB . ZC .ZD .ZE . ZF .ZG .ZH .ZI .ZJ .ZK .ZL .ZHO- .KM.KJ
A.US-A.US, ...ZN . ZO .ZP .ZQ .ZR . ZS .ZT .ZU .ZV .ZW . 2X . ZY . 2Z" .KN.KJ*
A.US_A.US,\cdots.UD I " .IB . XQ .FM .DQ - IQ .OQ -QQ .QD .GU .GD .PD* .KM.KJ*
A.US_A.US,\cdots.NR .NN .LG .RV.TR.CR .CS .CBO.O.KM.KJ"
A.US_-BX_OXFX .BXBDX A.US .DM ( O=1~O.RO A.US)I.GXERROR
A.vS=:-
O2 Qüad names were removed from the header of ff*
A.US_A.US, FF;,BXIO.KM.KJ-
A.US_A.US, - LD.USDM ".OM"`.KM.KJ*
A.US_A.US,*A .LD.USAB **1". .KM.KJ*
A.US_A.US,: LLD.USIB "̈.IB"#゙.KM.KJ*
A.US_A.US,*RXSINK_LD.USAV .KM.KJ*
A.US -BX .BXFX .BXBOX A.US .DM ( O=1~0.RO A.US)/.BXERROR
-asSIGNGENTS to the following quad names were replaced with quad sigk in ff
AV
*THE fOLLOWING PRIMITIVE FUNCTIONS WERE REPLACED WITH USER FUNCTIONS IM FF
1.OM.IBS
```

```
    TTHE FOLLOWING SYSTEM FUNCTIONS WERE REPLACED UITH USER FUNCTIONS IN FF
    AV
    A.US_"
    A.US-A.US, 'HOWDUPSOUT .KM.KJ*
    A.US_A.US,":THIS funCtION RETURNS A vector formfd by taking the right argument": .km.kJ*
    A.US-A.US,...AND REMOVING DUPLITATES FROM IT..- KM.KJ*
    A.US-A.SS =."
    A.US_A.US,:"THE RIGHT ARGUMENT MAY BE A NUMERIC OR CHARACTER SCALAR OR vECTOR.* .KM.KJ*
    A.US_A.US, ... .. .KM.KJ*
```




```
    A.US_A.US, ............................................BXXDDUPSDUT 12.RO .IO3 .. .KM.KJ
    A.US_A.US,...NOTE THAT SCALARS BECOME VECTORS OF LENGTH 1* .KM.KJ
    A.US_A.US,\cdots .RO.BX_DUPSOUT 1"..KM.KJ*
    A.US_A.US,-3 1 .RE:--..KM.KJ*
    A.US-.BX_BXFX .BXBOX A.US .DM ( O=1^0.RO A.US)/.BXERROR
    A.US-•BX **-BXFX LOCKED LOCKED
    A.US..IOO
    A.US_A.US,O 1 2 3 4 5 6 7 8 9
```



```
    A.US_A.US,}20 21 22 23 24 25 25 27 28 29
    A.US_A.US,30 31 32 33 34 35 36 37 38 39
```



```
    A.US_A.US,50 51 52 53 54 55 56 57 58 59
    A.US_A.US,606162636466566676869
    A.US-A.US,70 71 72 73 74 75 76 77 78 79
    A.US-A.US,80 81 82 83 84 85 86 87 88 89
    A.US_A.US,800 81 82 83 84, 84 85 86 87 88 89
    x_100.ROA.0S
    A.US_. IOO
    A.US_A.US,0.5 1.5 2.5 3.5 4.5 5.5 6.5 7.5 8.5
    A.US_A.US,9.5 10.5 11.5 12.5 13.5 14.5 15.5 16.5 17.5
    A.US_A.US,18.5 19.5 20.5 21.5 22.5 23.5 24.5 25.5 26.5
    A.US_A.US,27.5 28.5 29.5 30.5 31.5 32.5 33.5 34.5 35.5
    A.US_A.US,36.5 37.5 38.5 39.5 40.5 41.5 42.5 43.5 44.5
    A.OS_A.US,45.5 46.5 47.5 48.5 49.5 50.5 51.5 52.5 53.5
    A.US_A.US,45.5 46.5 47.5 48.5 49.5 50.5 51.5 52.5 53.5
    A.US_A.US,54.5 55.5 56.5 57.5 58.5 59.5 60.5 61.5 62.5
A.US_A.US, 63.5 64.5 65.5 66.5 67.5 68.5 69.5 70.5 71.5
```



```
A.US_A.US.90.5 91.5 92.5 93.5 94.5 95.5 96.5 97.5 98.5
A.US_A.US,99.5
XX_100.ROA.US
A.US_.IOO
```



```
0
0
A.US_A.US, 1 1 0 00 1, 1, 0
```



```
XXX_200.ROA.US
A.US_=
A.US_A.US,*-SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SSI.RV.TR.IB.QQ <urap>
.LG.NN.NR".GU.GD.CR.CS.CB.SS.PD.QD.IQ.OQ.DQS.CO.XQ.FM.SS.SS.SS.SS.SS.SS <urap)
.DD<.LE.GF>?.OM.EP.RON.DA.IO.AL.CE.FL()LI.LU.RU.UU.US.SS.SS.SS_.GO.BX.NE=.DU.DEK
```


 －SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS＊

A．US＿A．US，＊SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS 《нr ap＞ －SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS 《wrap＞
－SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS＊
A．US A．US，F－SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．WN．KA．KB．KC＜UR AP〉
．KD．KE．KF．KG．CC．KI．KJ．KK．KL．KM．KN．KO．KP．KQ．KR．KS．KT．KU．KV．KH．KX．KY．KZ．WE．KF＜URAp〉
．WG．WR．WU．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS0123455789．SS．SS．SS．SS．SS＊
A．US＿A．US，＊．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS 《ur ap〉
．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．SS．LDABCDEFGHIJKLMNDPQRSTUVWXYZ．SS 1．QU．PSS．PC．AP＊（）＊＋，－．／01．


$\mathrm{XXXX}_{-} 32$ 16．ROA．US
A．US
＊＊＊＊BIG INTEGER IN $Y$
A．US＿A．US， 8589934592 ．NG8589934592 8589934592 ．NG8589934592
Y＿4－ROA．US
A．US＿－ 100
A．US＿A．OS， 1111111111111111
$\begin{array}{lllllllllll}\text { A．US＿A．US，} & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 \\ \text { A．US＿A．US，} & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1\end{array}$
$\begin{array}{lllllllll}\text { A．US＿A．US，} & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 \\ \text { A．US＿A．US，} & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1\end{array} 1$

$\begin{array}{lllllllllll}\text { A．US＿A．US，} & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 \\ \text { A．US＿A．US，} & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1\end{array}$
$\begin{array}{lllllllllll}\text { A．US＿A．US，} & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 \\ \text { A．US＿A．US，} & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1\end{array}$
A．US＿A．US， 111111111111111
A．US＿A．US， 111111121111111

A．US＿A．US， $111 \begin{array}{lllllllll}1 & 1 & 1 & 1 & 1 & 1 & 1 & 1\end{array}$

A．US＿A．US， $111 \begin{array}{llllllll}1 & 1 & 1 & 1 & 1 & 1 & 1 & 1\end{array}$
$\begin{array}{llllllllll}\text { A．US＿A．US，} & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 \\ \text { A．US＿A．US，} & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1\end{array} 1$
$\left.\begin{array}{llllllllll}\text { A．US＿A．US，} & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1\end{array}\right)$

A．US＿A．US， $1 \begin{array}{llllllllll}1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 \\ A . U S \_A-U S, 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1\end{array}$
$\left.\begin{array}{llllllllll}A . U S-A . U S, & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1\end{array}\right)$



$\begin{array}{llllllllllll}A \cdot U S \_A \cdot U S, & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 \\ A \text {－US＿A．US，} & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1\end{array}$
A．US＿A．US， 1111111111111111
A．US＿A．US， $1 \times 1 \begin{array}{llllllll}1 & 1 & 1 & 1 & 1 & 1 & 1 & 1\end{array} 1$
A．US＿A．US， 111111111111
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```
```

```
.LD.LDRANK_300.ROA.US
```

```
.LD.LDRANK_300.ROA.US
    A.US_. }10
    A.US_. }10
    A.US_A.US, 2
    A.US_A.US, 2
    Y_-LD.LDRANK.ROA.US
    Y_-LD.LDRANK.ROA.US
-BXSINK_.BXEX 2 6.RO *A.US .LD.LDRANK*
-BXSINK_.BXEX 2 6.RO *A.US .LD.LDRANK*
    )SAVE
    )SAVE
```

Using TESTO.W2V as input to vAX APL produces the workspace TESTO.APL. Note that TESTO.W2V IS a /KEY file.

```
Using TESTO.W2V as input to vAX APL produces the workspace TESTO.APL. Note that TESTO.W2V IS a /KEY file.
    IH TEST0.H2V/KEY
    IH TEST0.H2V/KEY
    # BUILDING TEST0,H2v [4, 244]/AS 1983 9 27 12 26 53 675
    # BUILDING TEST0,H2v [4, 244]/AS 1983 9 27 12 26 53 675
    )CLEAR
    )CLEAR
CLEAR HS
CLEAR HS
    *** "[4,244]* REPLACED BY *APL000:" IN WSID
    *** "[4,244]* REPLACED BY *APL000:" IN WSID
    HSID APLOOO:TESTO
    HSID APLOOO:TESTO
WAS CLEAR WS
WAS CLEAR WS
    COPY APLT2V:SF2vX3
    COPY APLT2V:SF2vX3
    SAVED 26-SEP-1983 14:19:57 42 BLKS
    SAVED 26-SEP-1983 14:19:57 42 BLKS
        **** -FDO,ADA [4,244]/DA" REPLACED BY -APLOO1:FOD,ADA /DA" ON CHANNEL 1
        **** -FDO,ADA [4,244]/DA" REPLACED BY -APLOO1:FOD,ADA /DA" ON CHANNEL 1
        LD.USASS!AA 1 APLOO1:FOO.ADA/IDA*
        LD.USASS!AA 1 APLOO1:FOO.ADA/IDA*
    1
    1
        *** *TMO,AAS [4,244]/AS* REPLACED BY * APL002:TWO,AAS /AS* ON CHANNEL 2
        *** *TMO,AAS [4,244]/AS* REPLACED BY * APL002:TWO,AAS /AS* ON CHANNEL 2
        LLD.USASS " 2 APLOO2:THO.AAS /AS"
        LLD.USASS " 2 APLOO2:THO.AAS /AS"
    2
    2
    *** "DEV:FOUR,AIS [4,244]/IS* REPLACED BY -APLOO4:FOUR,AIS /IS* ON CHANNEL. }
    *** "DEV:FOUR,AIS [4,244]/IS* REPLACED BY -APLOO4:FOUR,AIS /IS* ON CHANNEL. }
    .LD.USASS - 4 APL004:FOUR.AIS /IS*
    .LD.USASS - 4 APL004:FOUR.AIS /IS*
        *** CDEV:SIX,ADA [4,4]/DA* REPLACED BY - APLO06:SIX,ADA /DAO ON CHANNEL 6
        *** CDEV:SIX,ADA [4,4]/DA* REPLACED BY - APLO06:SIX,ADA /DAO ON CHANNEL 6
        LD.USASS = 6 APL006:SIX.ADA /DA'
        LD.USASS = 6 APL006:SIX.ADA /DA'
        *** *EIGHT,ABI [4,4]/BS" REPLACED BY *APLOOB:EIGHT,ABI /BS* ON CHANNEL 8
        *** *EIGHT,ABI [4,4]/BS" REPLACED BY *APLOOB:EIGHT,ABI /BS* ON CHANNEL 8
        .LD.USASS - 8 APLOO8:EIGHT.ABI /BS*
        .LD.USASS - 8 APLOO8:EIGHT.ABI /BS*
    -BXASS FILE SPEC CONTAINING /BS IS UNSUPPQRTED
    -BXASS FILE SPEC CONTAINING /BS IS UNSUPPQRTED
        BXRESET
        BXRESET
        BKAUS_O
        BKAUS_O
        BXCT O
        BXCT O
        BXGAGO
        BXGAGO
        BXIO D
        BXIO D
        BxIO_0
        BxIO_0
        BXPP-10
        BXPP-10
        BXPM-79
        BXPM-79
        BXRL_O
        BXRL_O
        *BXTIMELIMIT_O
        *BXTIMELIMIT_O
    M.US_**
    M.US_**
    .US_A.US,".BX:<cr><lf>
    .US_A.US,".BX:<cr><lf>
    BXSF_10.ROR.US
    BXSF_10.ROR.US
    BUS
    BUS
    A.US A.US,*HI THERE - THIS IS . BXTRAP
    A.US A.US,*HI THERE - THIS IS . BXTRAP
    .BXTRAP_24.ROA.US
    .BXTRAP_24.ROA.US
    BXTRAP
    BXTRAP
    A.US
    A.US
    BXLX_O.ROA.US
    BXLX_O.ROA.US
    A.US=
    A.US=
    1.US_A.US, *)GROUP G1 A BBBBBBBBBBBBBBBBBBBBBBBBBBBBEBB
    1.US_A.US, *)GROUP G1 A BBBBBBBBBBBBBBBBBBBBBBBBBBBBEBB
    -XQ A.US
    -XQ A.US
    A.US*:
    A.US*:
    A.US_A.US,*)GROUP G2 XXXXXXXXXXXXXXXXXXXXXXXXXXXXX Y ZZZZZZZZZZZZZZZZZZZZZZZZZZZZZZZ
```

    A.US_A.US,*)GROUP G2 XXXXXXXXXXXXXXXXXXXXXXXXXXXXX Y ZZZZZZZZZZZZZZZZZZZZZZZZZZZZZZZ
    ```

```

        A.US A.US.
        M. XO A.US
        *OOA.US
        A.US_
        A.US_A.US, *R_DUPSNUT X <cr><lI\*
        A. US_A.US,**REMOVES DUPLICATES FROM VECTOR <cr><<lf>*
        A.US_A.US, 'R_((-IO.ROX) =X.IOX)/X_,X <cr><1f>-
        A.US_-BX_.BXFX . BXBOX A.US . DM ( }0=1~0.RO A.US)/.BXERROR
    DUPSOUT
    A.US_"*
    A.US_A.US,*ERROR\langlecr>\langlelf\rangle*
    A.US_A.US,"L:1 <cr><lf\rangle*
    A.US_A.US,"L:2 <cr><lf>
    A.US_-BX_-BXFX .BXBOX A.US .DM ( }0=1~0.RO A.US)/.BXERROR
    2
6 LABEL ERROR (DUPLICATE LABEL)
L:2
L
A.US_".
A.US_A.US,"Z_A F B;T;-BXID<cr><lf>*
A.US_A.US, 'LE1 <cr><1f\rangle*
A.US_A.US;-C1 2 3 4 5 6 7 8 9 0 + .DM* <cr><lf\rangle-

```



```

    A.US_A.US,"AA S D F GH JKKL () .RK* <cr><1f>*
    A.US_A.US,**.AL .CE .FL .US .DL .LD .SO M.O.BX[ ] .LK**<cr><lf>*
    A.US_A.US,\cdotsZ X C V B N M , % /" <cr><lf>
    ```






```

    A.US_-BX_-BXFX - BXBOX A.US .DM ( }0=1~0.RO A.US)/.BXERROR
    P
A.US_=-
-2 QUAD NAMES HERE REMOVED FROM THE HEADER OF FF*
2 QUAD NAMES WERE REMOVED FROM THE HEADER OF FF
A.US_A.US, "FF;-BXIO<Cr><lf>"
A.US_A.US, -LD.USOM *-ON* <cr><lf\rangle"
A.US_A.US,*A -LD.USAB - ||- <cr><lf\rangle
A.US_A.US,* LD.USIB *.IB* <cr><lf>*
A.US_A.US,*BXSINK_.LD.USAY <cr>\langleLf\rangle*

```

```

    A.US_-BX_-BXFX .BXBOX A.US .DM ( }0=1~0.RO A.US)/. BXERROR
    FF
-ASSIGNMENTS TO THE FOLLOWING QUAD NAMES WERE REPLACED WITH QUAD SINK IN PF
AV
ASSIGNMENTS TO THE FOLLONING QUAD NAMES WERE REPLACED WITH QUAD SINK IN FF
AV

```
```

            quE following primitive fumctions mere replaced with uSER functions in ff
    !.OM.IBS
    the rollouing primitife fumctions were replaced with user functions in ff
    1.0M.1B$
        -THE FOLLONING SYSTEM FUNCTIONS WERE REPLACED WITH USER FUNCTIONS IN FF
    MV
    而
Av
A.US_**
A.US A.US,*HOWDUPSOUT <cr><lif>*
A.US A.US,"-this fONCTION RETURNS A YECTOR FORMED bY TAKING thE RIGHT ARGUMENT": <ct><lf>*
A.US-A.US,..-AND REMOYING DUPLICATES FROM IT.--<cr><lf>-
A.US A.US,..-THE RIGHT ARGUMENT MAY BE A NUMERIC OR CHARACTER SCALAR OR vECTOR... <cr><lf>*
A.US_A.US,\cdotsTHE RIGHT ARG
A.US_A.US,\#...<cr><lf\rangle"

```


```

    A.US_A.US,""NOTE THAT SCALARS BECOME vECTORS OF LENGHT 1" <cr><lf>*
    A.US_A.US,\cdots. .RD.BX_DUPSOUT 1" <cr><lf>
    A.US_A.US,-3 -RO.BX-DUPSOUT 1.US)-
    A.US_BX.BXFX - BXBOX A.OS .DM (O=1~0.RO A.US)/.BXERROR
    HOWDUPSOUT
    "*** LOCKED LOCKED
A.US_. }10
M_US_M.US,O 1.2 34567 8 9
A.US_A.OS,10 11 12 13 14 15 16 17 18 19
A.US_A.US,20 21 22 23 24 25 26 27 28 29
A.US_A.US,}3
A.US_A.US,30

```


```

    A.US_A.US,60
    A.US_A.US,70 71 72 73 74 75 76 77 78 79
    A.US_A.US,90 91 92 93 94 95 96 97 98 9% 9%
    x_100.ROA.uS
    R.US_. }10
    A.OS A.US.0.5 1.5 2.5 3.5 4.5 5.5 6.5 7.5 8.5
    A.OS_A.OS,9.5 10.5 11.5 12.5 13.5 14.5 15.5 16.5 17.5
    A.US_A.US,18.5 19.5 20.5 21.5 22.5 23.5}24.5 25.5 26.5
    A.US_R.US.18.5 19.5 20.5 21.5 22.5 23.5 24.5 25.5 23.5
    A.US_A.US,36.5 37.5 38.5 39.5 40.5 41.5 42.5 43.5 44.5
    ```

```

    R.US_A.US,54.5 55.5 56.5 57.5 58.5 59.5 60.5 61.5 62.5
    A.OS_A.US,63.5 64.5 65.5 66.5 67.5 68.5 69.5 70.5 71.5
    A_US_A.US,72.5 73.5 74.5 75.5 76.5 77.5 78.5 79.5 80.5
    A.US_A.US,81.5 82.5 83.5 84.5 85.5 86.5 87.5 88.5 89.5
    A.0S_A.US,90.5 91.5 92.5 93.5 94.5 95.5 96.5 97.5 98.5
    A.US_A.US,99.5
    KK. 100.ROA.US
    M.US__IDO
    ```
```

A.US_A.US,1 0

```

```

1
A.US_A.US,1 0 0 1 1 0 0 1 1 0 0 1 1 0 0 1 1 0 0 1 1 0 0 1 1 0 0 0 1 1 0 0 1 1 0 0 1 1 0 0 1 1 0 <wrap>
1110}
XXX_200.ROA.US
XXX_200
A.US_A.US,`.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SSI.RV.TR.TB.QQ.LG.NN.NRN.GU.GD.CR.CS <UTap>
.CB.SS.PD.QD.IQ.OQ.DQS.CO.XG.FM.SS.SS.SS.SS.SS.SS.DD<.LE.GE>?.OM.EP.ROA.DA.IO.AL.CE.FL()ET.LU.RU.UU <WIAP\
.US.SS.SS.SS_.GO.BX.NE=.DU.DE\&

```

```

.RK}.CO.CO.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS <wrap>
.SS.SS.SS.SS.SS.SS*
A.US_A.US, $\cdot$.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS 《wrap>

```

``` -SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS
A.US_A.US, \({ }^{-.}\)SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.WN.KA.KB.KC.KD.KE.KF.KG.CC.KI.KJ.KK.KL. <urap> .KM.KN.KO.KP.KQ.KR.KS.KT.KU.KV.KW.KX.KY.KZ.WE.WF.WG.WR.WU.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS <Wrap> .SS0123456789.SS.SS.SS.SS.SS
A.US_A.US, \(\cdot\).SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS.SS 〈urap> .SS.SS.SS.LDABCDEFGHIJKLMNOPQRSTUVWXYZ.SS 1.QU.PSS.PC.AP*()*+, -.101 \({ }^{-1}\)
```



```
A.US_A.US, ".SS.SS.UD.ZA.ZB.ZC.ZD.ZE.ZF.ZG.ZH.ZI.ZJ.ZK.ZL.ZM.ZM.ZO.ZP.ZQ.ZR.ZS.ZT.ZU.ZV.ZW.ZX.ZY.ZZ <Wr ap .SS.SS.SS.SS.SS*
XXXX 32 16.ROA.US
-BXSINK.BXEX 2 6.RO A.US
```

3a. The user runs ASDRIVER in APLT2V:SF $2 V X 4$ on DSK:A.AAS.
0 A.AAS is created in TTY character set with [JPW == 80 via the following statements:
[1] (.1010) OQ[2] chan

[3] (4.RO.FL 2*33). OQ[2] chan
$[4](55 . R 0 \quad 0 \quad 1010) \quad 00[2]$ chan

- ASDRIVER runs under APLSF, producing messages. Note that ASDRTVER is dyadic.

1 ASDRIVER "A,AAS*
"BUTLDING A,A2V [4, 244]/AS 1983914122231440

- all done with input file: a, aas /as
- DSK:A.A2V is a VAX APL )INPUT Script that reconstructs A.AAS on the Vax.
" BUILDING A,AVㄴ [4, 244]/AS 198392711241882
WS.USCHAN_.BXASS *A.AAS/AS"
A.US $\quad$ -
A. US_A.US: $12345678910^{\circ}$

RECORD_20.ROA.US
RECORD.OQ[3]WS.USCHAN
A. US
A.US A. US, ${ }^{\circ} \mathrm{ABCD}{ }^{\text {R }}$

RECORD.OQ[3]WS.USCHAN
A.US_-
A.US-A.US, ABCD*

RECORD_4.ROA.US
RECORD.OQ[3]WS.USCHAN
A.US -
A.US_A.US, ${ }^{\circ} \mathrm{ABCD}$ *

RECORD_4.ROA.US
RECORD.OQC3IWS.USCHAN
A.US_A.US, - $8589934592858993459285899345928589934592^{*}$

RECORD_43.ROA.US
RECORD.OQ[3]WS.USCHAN
A.US $:-$
A.US_A.US, $01010^{\circ}$

RECORD-10.ROA.US
RECORD.OQ[3]WS.USCHAN
A.US-:
A.US_A.US, 10101 .

PECORD_10.ROA.US
RECCRD.GQ[3]WS.OSCHAN
A.US-
A.USA.US, $01010^{\circ}$

RECGRD_10.ROA.US
RECORD.OQ[3]WS.USCHAN
A.US_A.US, $10101 \%$

RECORD_10.ROA.US
RECDRD.OQ[3]WS.USCHAN
A.US
A.USA.US, $01010^{\circ}$

RECORD_10.ROA.US
RECORD.OQ[3JHS. OSCHAN

- ${ }^{\circ} \mathrm{CL}$ DONE
" all done with input file: a, aas /as
3b. The user runs ISDRIVER in APLT2v:SF2VX4 on wRK:A.AIS.
- A.AIS is constructed via the following statements:

[^0][4] (5 5.RO 01010$)$. OQ chan
[5] ( 300 . RO 1).RO.NG77). 00 chan

- ISDRIVER runs under APLSF, producing messages. Note that APLOO2: must be defined on the vax for $A$. I2V to work there.


## ISDRIVER -HRK:A,AIS*

" Building A, I2v [4, 244]/AS 1983914122231440
" BUILDING A, I2V [4,244]/AS 1983 9
"*** BIG INTEGER IN RECORD

- all done mith input file: Wrk: a, Ais /is
- DSK:A.I2V is a VAX APL IINPUT script that reconstructs A.AIS on the Vax. APLOO2: must be defined on the VaX for A.I2y to work there.
" BUILDING A, I2V [4, 244]/AS 198392711244572
" BU** -WRK: AREPLACED PY -APLOO2:
WS.USCHAN.-BXASS -APLOO2:A.AIS/IS.
A.US_. IOO

A-US A US, 2345678910
RECORD_10.ROA.US
RECORD.OQWS.USCHAN
A.US_-
A.US_A.US, "AbCDabcdabcD*

RECORD_3 4.ROA.US
RECURD.OQWS.USCEA
A.US_- 100
*** BIG INTEGER IN RECORD
A.US_A.US, 8589934592858993459285899345928589934592

RECORD_4.ROA.US
A.US_. 100
A.US_IVO

RECORD_5 5. ROA.US
RECORD.OQWS.USCHAN
A.US_. IBO
A.US_A.US, $111 \begin{array}{llllllllll}1 & 1 & 1 & 1 & 1 & 1 & 1 & 1\end{array}$



A.US_A.US, 1
A.US_A.US, 1
A.US_A.US, 1
A.US_A.US,
A.USA.US, 1 A.US-A.US, 1 A.US_A.US, 1 A.US_A.US, 1
A.US_A.US, 1
A.US_A.US, $1 \begin{array}{llllllllll}1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 & 1 \\ A\end{array}$


$\begin{array}{lll}1 & 1 & 1 \\ 1 & 1 & 1 \\ 1 & 1 & 1 \\ 1 & 1 & 1\end{array}$
"B ALL DONE MITH infut file: WRK:Arais /IS
3c. The user runs BSDRIVER in APLT2v:SF2VX4 on A.ABI[4,244].

- A.ABI was constructed wia the follouing statements
[1] (.1010).0Q chan, 1
$[2]$ ( $34 . R O A B C D D^{-}$).OQ chan, 1
[3] (4-RO. FL 2*33) $-O Q$ chan,
[4] (5 5. RO 01010 ).0Q chan, 1
- BSDRIVER runs under APLSF, producing messages. Note that APLOO3: must be defined on the VAX for A.B2V to work there

RUILDIMG A,B2V [4,244]/AS 1983914122231440
**** [4, 244]" REPLACED EY "APLOO3:
"*** BIG INTEGER IN RECORD

- ALL DONE WITH input FILE: A,ABI[4,244]/BS
- DSK:A.B2V is a VAX APL )INPUT script that reconstructs A.ABI as a IS file on the VAX (since /BS files do not exist in VAX APL). aploo3: ust be defined on the VAX for A.E2V to work there.

BUILDING A,B2V [4,244]/AS 198392711246285
*** '[4,244]' REPLACED BY "APL003:*
. USCHAN.BXASS -AFLOO3:A.ABI/IS
A.US_-IDO
A.US_A.JS, 122345678910

RECORD_10.ROA.US
RECORD.JQwS.USCHAN
A.US_-:
A. US A.US, - ABCDABCDABCD*

RECORD_3 4.ROA.US
RECORD.OQWS.USCEA
". *** BIG INTEGER IN RECORD
A.US_A.US,8589934592858993459285899345928589934592

RECORD_4-ROA.US
RECORD.OQL
A.US-A.US, 0101

RECORD-OQUS. USCHA
-bXDAS WS.USCHAN
" all done with input file: A,ABIt4,244]/BS
3d. The users runs DADRIVER in APLT2V:SF2VX4 on WRK:A.ADA[4,244].

- A.ADA was constructed via the following statements:
[0] ) CREATE 100 a. ada
[1] (. 1010). DQ[1] chan
$[2]$ (3 4. RO*ABCD ${ }^{-}$) $30[2]$ chan
[4] (5 5.RO 011010 ). DQ[4] chan
o DADRIVER runs under APLSF, producing messages. Note that aPLOO4: must be definec on the Vax for $A=D 2 V$ to work there.

DADRIVER WRK:A,ADA[4,244]*
" Building A,D2V [4, 244]/AS 1983914122228949

- *** FWRK:[4,244]" REPLACED BY -APL004:
" ALL DONE WITH INPUT FILE: MRK: A,ADA[4,244]/0A
- DSK:A.D2V is a VAX APL )INPUT script that reconstructs A.ADA on the vax. APLOO4: qust be defined on the VAX for A.B2V to work there.
" BUILDIVG A,D2V [4, 244]/AS 1983 92711248105
" $* * *$-WRK: 4,244$]$ REPLACED BY APLOO4:
WS. USCHAN_BXASS APLOO4:A.ADA/DA*
A.US_- 100

45678910
RECORD 10. ROA US
RECORD. OQLII WS.USCHAN
A.US_'
A. US A. US, Aacdarcdabcd*

RECGRD_3 4.ROA.US
RECORD .JQ[2] WS.USCHAN
A.US

A *** RIF INTEGER IN RECDRD
A.US_A.US, 2599934592 8589934592 85899345928589934592

RECORD_4.ROA.US
RECGRD.OQ[3] WS.USCHAN

A．US＿－ 100<br>A．US＿A．US，0 10010101010101010101010101010<br>RECORD＿5 5．RDA．US<br>RECORD OQ［4］WS．USCHAN<br>－BXDAS WS．USCHAM<br>ALL DONE WITH INPUT FILE：URK：A，ADA［4，244］／DA

4．The text files created by each DRIVER are moved from the -20 to the vax by some means．Facilities for moving files are not part of this migration tool．The user could，for example，use Decnet file transfer or ansi labeled magnetic tape．

5．Dnce the text files reside on the vax，the submit function in the vax APL workspace，SF2VX5．APL，can be used to create a comand procedure that processes each text file as a INPUT（／KEY）file to VAX APL．
－The following files reside in the default directory：

| A．A2V | text image of A．AAS on the -20 |
| :--- | :--- |
| A． $\operatorname{B2V}$ | text image of A．ABI on the -20 |
| A．D2V | text image of A．ADA on the -20 |
| A．I2V | text inage of A．AIS on the -20 |
| TESTO．W2V | text image of TESTO．APL on the -2 |

－SURMIT in SF2VX5．APL runs on the following text files：
SAVED $\begin{aligned} & \text { LOAD SF2VX5 } \\ & 2 \mathrm{~S}-\mathrm{SEP}-1983 \\ & 10: 48: 0650 \text { bLK }\end{aligned}$ SUPMIT
enter file names to be included ：［＊＊＊；＊］X：A．z2v
BUILDING DCL FILE SUP006．COM＊＊＊
5！INCLUDING APLDS：［USER］A．A27；1
THE LOGICAL APLOO3 NEEDS TO EE DEFINED FOR FILE APLDS：CUSERJA．B2V； EQUIVALEVCE NAME？：［＜CR＞IF NONE ］＜cr＞
5！INCLUDING APLDS：［USER］A．e2V；1
THE LOGICAL APLOO4 NEEDS TO DE DEFINED FOR EILE APLDS：［USERJA．D 2V； EQUIVALENCE NAME？：［＜CR＞IF NONE ］USRDS：［JSER］
THE LOGICAL APLOO4 HIL 2 DEFINED AS USRDS：［USER］
5！INCLUDING APLDS：［USER］A．D2V；
THE LOGICAL APLOO2 NEEDS TO BE DEFINED FOR FILE APLDS：［USERJA．I2V；1 QQUTVALENCE NAME？：［＜CR＞TF NONE ］＜cr＞
\＄1 INCLUDING APLDS：［USER］A．I2V；
dCL FILE SUBOO6．COM COMPLETED＊＊＊
SURMIT

ENTER FILE NAMES TO BE INCLUDED ：［＊＊＊；＂］TESTO．W2V
BUILDING DCL FILE SUZ007．COM＊＊＊

THE LOGICAL APLOOO NEEDS TO BE DEFINED FOR FILE USRDS：CUSER．APLITEST EQUIVALENCE NAME？：［＜CR＞IF NONE ］USRDS：［USER］
THE LOGICAL APLOOO WILL BE DEFINED AS OSRDS：FILE USRDS：［OSER．APLJTESTO
 THE LOGICAL APLOO2 NEEDS TO BE DEFINED EQUIVALENCE $A P L 004$ NEEDS TO BE DEFINED FDR FILE USRDS：［USER．APLITESTO EQUIVALENCE NAME？：C＜CR＞IF NONE ］〈CT〉
THE LOGICAL APLOOG NEEDS TO BE DEFINED FOR FILE USRDS：CUSER．APLJTESTO EQUIVALENCE NAME？：［＜CCR＞IF NONE ］＜Cr＞
THE LOGICAL APLOOB NEEDS TO BE DEFINED FOR FILE USRDS：CUSER．APLJTESTC EQUIVALENCE NAME？：C〈CR＞IF NONE ］＜cr〉
S！INCLUDING USRDS：CUSER．APLJTESTO．W2V；1
DCL FILE SUBOO7．COM COMPLETED＊＊＊ ）OFF
0 The command files built by SUBMIT can be run indirectly or in batch．The text file is processed by Vax APL and the file being migrated is created．Note that answering＂＜cr＞＂to the request to defined，either by a previous request in this SUBMIT execution or by the user externally to SUBMIT．
SUB006．COM built in the previous step looks like the following：
\＄1 BUILDING SUBOO6．COM／AS $1983 \quad 9 \quad 2816 \quad 3 \quad 54490$
SSET NOON
\＄1 INCLUDING APLDS：CUSERJA．A2V；1
\＄APL／TERM＝TTY／NOSILENT
JMAXCORE 1500
INPUT APLDS：［USERJA．A2V；1／KEY
）OFF HOLD
$5!$
\＄！INCLUDING APLDS：［USERJA．B2v；1
S APL／TERM＝TTY／NOSILENT
joUTPUT SYSSOUTPUT：／TIY
）MAXCORE 1500
）INPUT APLDS：CUSERTA．B2V；1／KEY
）OFF HOLD
$\$!$
$\$!$
SI INCLUDING APLDS：［USERJA．D2V；
S DEFINE APL004 USRDS：［USER］
S APL／TERM＝TTY／NOSILENT
gOUTPUT SYSSOUTPUT：／TTY
）MAXCORE 1500
）INPUT APLDS：CUSERJA．D2V；1／KEY
）CFF HOLD
$\$!$
\＄！INCLUDING APLDS：［USERJA．I2V；1
\＄APL／TERM＝TTY／NOSILENT
OUTPUT SYSSOUTPUT：／TTY
）MAXCORE 1500

## IINPUT APLDS:[USER]A.I2V:1/KEY

 JOFF HOLD
## $\$ 1$

\$1 BUILDING SUBOO7.COM/AS 198392816454780
SSET NOON
\$! INCLUDING APLDS:[USER]TEST0.H2V;1
5 DEFINE APL 000 USRDS:[USER]
$\$$ APL/TERM=TTY/NOSILENT
)OUTPUT SYSSOUTPUT:/TTY
) MAXCORE 1500
IINPUT APLDS:[USERJTESTO.W2V;1/KEY
)OFF HOLD
$\$!$

### 4.0 INGQYPATIBILITES

 when the tool runs.note within quoted literals.

- Escape mode does not exist in vax apl.

SUB007.COM built in the previous step looks like the follouing:
ncompatibilities exist between APLSF and VAX APL. The action that the migration tool takes on each of these incompatibilties is listed below. "SFTOVX takes no action" means that the migration tool does not identify the incompatibility, nor does SFTOUX replace it to simulate APLSF behavior. any transforations cone by the migration tool ate reported to the user

These transformations do not take place
"@" on input to VAX APL in TTY mode will remain an "@". "@R", for example, are not translated to . RO.
SFTOVX takes no action.
o Tabs in data and in fileswill remain as tabs. They are not converted to soaces in Vax apl.

-     - ${ }^{0}$ is not recognized by VAX $A P L$ as the character underscored SFTOVX takes no action on . Zg. Underscored delta is output in Apt characters by the migration tool. In VAXAPL, UD is underscored
delta.
o In APLSF, RU is a "U" with the feet pointing to the right; . LU is a "U" with the feet pointing to the left. In VAX APL, ${ }^{\prime \prime}$ RU is a "U" with the feet pointing to the left and . LU is a me" with the feet pointing to the right (in other words, the directions of the feet are opposite what they are in APLSF).
SETOVX will output the "U" Hith the feet pointing to the right a "left U" (.LU) and the "U" with the feet pointing to the left as "right $u$ " (.RU). The APL graphic from APLSF will be the same as the APL graphic inside VAX APL.
- Dyadic $\$$ is not supported in Vax apl.

SFTOVX converts a $\$$ primitive function to . BXFMT.

- Monadic.EN, .DE and. OM are not supported in VAX APL.

SFTOVX converts the primitive functions. $E N$, $D E$, and . OM to the user-defined (DEc-provided) functions .LD. USEN, LD.USDE, and -LD.USOM Ehich simulate their behavior under APLSF.

0 If a is an integer in $1 / B$ in APLSF, it is an error. In vax APL, it is the function replicate.
sftovx takes no action.

- Both monadic and dyadic. $D Q$ are fuzzy in VAX APL but not in APLSF. SFTQVX replaces the primitive function . DQ with .LD.USDQ, which sets . $8 \times C$ to 0.22204460 . NG15, APLSF's internal value for sets - $8 \times \mathrm{Ct}$ to $0.22204460 \mathrm{E} . \mathrm{NG} 15$, APLSF's internal value for executing.$D Q$. executing - DQ.
o Dyadic. AB is fuzzy in VAX APL but not in APLSF.
sfrovx replaces the primitive function. AB with $L$ LD.USAB, which sets the local. BXCT to 0 if invoked dyadically.
- Floor and Ceiling apply.exCT differently in VAX APL than in APLSF.
srrovx taxes no action.
- A negative number raised to a non-integer power by means of dyadic *is an error in VAX APL; it gives an answer in APLSF.

SFTOVX takes no action.

- Dutput from . $F M$ format is different in $V A X A P L$

SFTOVX takes no action.
o VaX APL uses . BXCT of "absolute fuzz" to test for a near-integer. SFTOVX takes no action.

- Monadic transpose of a scalar is a vector in APLSF; it is a scalar in vaX apl.

SFTOVX takes no action

- Monadic and dyacic (Beta and Gama functions) give different, more accurate answers in VAX APL than in APLSF.

SFTOVX takes no action.
o I-beams do not exist on the vax.
SFTOVX replaces the primitive function. IB with . LD.USIB, which


17 symbol table size, entries condition of the ws
keying time
time of day in 60 th seconcs the CPu time in 60th seconds wS available in words
system job number
APL sign-on time in 50 th second since midnight current date
current line number all numbers aracter set user"s ppa
clear the clear number SI stack number of statements executed Tops-10 only kilo-core second
not simulated
always return $0==$ ok
always return $0==$ - BXAIC4]
simulated
simulated
return. BXWA $\}$
return - BXUL
ds
Something like . $b \times \operatorname{lic}[3]$

- PXTSE2 3 13 reformatted
returas 1~1.0. 3 xL
$0==A P L ; 1==T T$
return - Bxaicij
execute - 3 XRESET
get info from) charge
get info frot lCharse
return 0
- . bXASCII is not supported in Vax apl.

SFTOYX replaces. BXASCII with a niladic function .LD.USASCII, which returns $128^{*}$ VAX APL . BXAV codes that resemble ASCII.

- . BXAV is different in VAX APL than in APLSF.

SFTOVX replaces . BXAV with a niladic function $L$ LD.USAV, which returns 512 vax apl . BXAV codes that resemble . BXAV in APLSF.

- . bXRENAME may behave differently in vax apl than it does in aplsf. SFTOVX replaces - BXRENAME with the user-defined function CD. USRENAME which attempts to simulate the behayior of - BXRENAME in APLSF.
o . BXENQ, DEQ, MTP, APPEND and FCM are not in $\begin{aligned} \text { PAX APL. }\end{aligned}$
SFTOVX replaces these system names with user-defined functions for example, .LD.USENQ, which executes -BXBREAK . BXENQ not supported in VAX APL*.
- In APLSF, certain system variables and all system functions can be localized in function headers or assigned to. In VAXAPL these system variables are rilladic system functions so they cannot be localized or assigned to.

The system names involved are the following:

$$
\begin{array}{llllll}
\text { AV } & \text { ALPHA } & \text { ALPHAU NUV } & \text { CTRL } & \text { LC } \\
\text { AI } & \text { TS } & \text { TT } & \text { UL } & \text { HA } &
\end{array}
$$

SFTOVX removes these and all system function names from function header local lists. It replaces assignment to thea with assignment to . 3 XSINK. . Therefore the only quad names allowes in locals lists are the following:

$$
\begin{array}{lllll}
\text { AUS } & \text { IO } & \text { FL } & \text { CT } & \text { TIMELIMIT } \\
\text { SF } & \text { ERROR } & \text { PP } & \text { GAG } & \text { TIMEOUT } \\
\text { PW } & \text { TRAY } & \text { LX } & \text { PI }
\end{array}
$$

- Several system comands in AFLSF are not in vax aple

|  | \&ODE | TAPS | Lis and | Drop suitches | BLOT |
| :---: | :---: | :---: | :---: | :---: | :---: |
|  | c | call | create |  | Echo |
|  | R | RUP: | SEAL |  | TINE |

For any of these to be used, they would have to be executsd, either with . XG or .EP. Note that. EP returns 021 .ro 0 and. Xe

## dies.

 user-defSFTOVX takes no action.

- In APLSF, the shape of the result of $\quad \therefore P^{\circ}$ )cmd is a matrix of In APLsf, the shape columns if the result contains more than 1 row). In - BXP, columis in result is a vector with the rows delimited by CR-LF.
sfovx takes no action. Note that BXBOX in VAX APL converts a vector of lines delimited by CR-LF into a mattix
- Passwords on worksoaces and fDA files are spelled "-password" in The syntax is n/PASSWORD=passwor ${ }^{\prime \prime}$ in VAX APL.

Passwords may appear in l LOAD, )SAVE, )COPY, JPCOPY, BXASS, CREATE, $B X Q L D, . B X Q C O, . B X Q P C$.

SFTOVX replaces. BXQLD, . $3 \times O P C$; $\quad$ BXQCA, and $-9 X A S S$ with, for example, . LD.USQLD which checks for a "-passworn" at run-time and change it to "/PASSWORD=password". SFTOVX takes no action on the system commands.

- . BXTT returns different answers in VAX APL than in APLSF.

SFTOUX replaces the . $3 \times \operatorname{Tr}$ system variable with the niladic SFTovX replaces the

wote that VAX APG does not support TTYCOM, DNTEL or 2741 APL terminals, which APLSf does.

FM and $\$$ both output "-" for negative numbers in TYY mode in APLSF. VAX APL outputs "-" only if EXNG is 0 .
SFTOVX does not set .aXy in the VAX aPL workspace since it also子ffects. 3 XFI and -BXVI.

0 T.LDf and S.LDf set the trace and stop vectors in vax APL. These names are valid identifiers in vax apl.

SFTOVX leaves these as identifiers; the trap and stop settings for user-defined functions are not transferred.

0 /BS, $/ B S^{*}$ and /BU binary files are not supported in VAX APL.

- BXASS is replaced by. LD. USASS, which executes . BXBREAR if the - BXASS fails. - BXASS reports a "not supported" error message for the follouing facilities: passwords, [ppn], /BS, /DUMP.
- . BXCLS, DAS, CHS, DVC and FLS on . IOO return information on all 12 channels. SFTOVX replaces each of these system names with user-defined
functions. For example, LD. USCLS checks to see if its argument is an empty vector: if it is, it executes .gxCLs .BXCHANS and returns . IDO (these functions are not quiet in aplsf). They also change channel numbers of the form $100+n$ to $-n$.
- BXCIQ and CQQ take cifferent arguments and produce different results in VAX APL than in APLSF.
- BXCIQ and COQ deal with internal representations, which are different in the vax than in APLSF. Therefore SfTOVX replaces these system names with user-defined functions. For example, -LD.USCIQ executes . 3XBREAK CIQ IN VAX APL INCDMPATIBLE WITÁ APLSF ${ }^{\circ}$.
- A trailing "lamp" on output to the terminal suppresses the next CR-LF in APLSF. It is output simply as a trailing "lamp" in VAX APL.
sfTOVX takes no action.
- STOPSET can be trapped in VAX apl. ret $c$ annot in APLSF. SETOVX takes no action.
- APLSF does very little shape-checking on indexed assigament. sfTUVX takes no action.
- The character representation of a number can overfiow on the vax.

Numbers are transferrec as character strings with . Bxpp set to 19. pounding may cause the string to be a number outside the range of

## allowable numbers in VAX APL. a LIMIT ERROR is reported by vax RL. <br> SFTOVX takes no action.

- Some functions are quiet in VAX APL, but not in APLSF.

The only function that is quiet that is not being transformed is . 0 Q. This function cannot be replaced with a user-defined function because it takes an axis argument, which user-defined functions can't do.
SFTOVX takes no action.
o . $b X G A G$ values in APLSF are reversed in VAX APL.
SFTOVX takes no action.

- Valid value sets for certain system variables are different in Vax APL than they are in APLSF.
- BXCT in an APLSE workspace is migrated to VAX APL as 2. 328 E . NGlo even if it is larger than this value.
- . BXPP in an APLSF workspace is migrated to VAX APL as 15 even if it is larger than this value.
- . BXRL in an APLSF workspace is nigrated to VAX APL as .NG1+2*31 (2147483647). - BXTMELIMIT in an APLSF workspace is converted from
milliseconds to seconds and is migrated to VAXAPL as 255
seconds even if -EXTIMELIMIT is bigger than that value. seconds even if extimelimit is bigger than that value.
- The internal null character (APLSF - EXAV [103]) is removed from . BXLX in an APLSF workspace before it is migrated to vax apl.
- PXPW in an APLSF workspace is aigrated to VAX APL as 35 even if . BXPW is smaller than that value.
- The integer range in APLSF is from $-2 \star 35$ to .NG1 $+2 \star 35$. In Vaxaple the integer fange is from $-2^{*} 31$ to . NGI+2*31. Any integer outside of the VAXA? range will be stored as a
floating point number under vaxapl. the warning "BIG integer floating point number under VAXAPL. The warning "BIG iNTEGER
IN name" is issued. When using base and represent to pack IN name" is issued. When using base and represent to pack
small values into integers, the packing may not work under small values into integers, the packing may not work under
vaxapl.


### 5.0 ERROR MESSAGES

## Error messages put out by the various pieces of SFrovx:

- Migrate in sfenxo
*MIG000, Ctl thru 999 in oSE"
MIGRATE cannot find a file spec of the form MIGnnn.cti (where "nnn" is a ${ }^{3}$ digit number) to use as the batch control file it wants to build. Execution will be suspended at this point - the user can take remedial action by getting rid of files named MIGnnn.CTL on DSK: and then typing ..GD . BXLC + 1 to restart MIGRATE.

The functions Migrate and PERFORM in SF2vx0 do not set . BXtrap, which implies that software failures uill display a nessage (only the ist line since, ECHO is OFF) and suspend execution at the line in error. The user can then deteraine how to correct the fallure.

- DRTVER in SF2VXI
- SI NOT EMPTY*

This is an informational message only. The Si stack in the workspace being migrated contains suspended and/or pendent functions and variables will be dumped out to the input script.

DRIVER does not set - BXTRAP, which implies that softuare failures will display a message (only the list line since, ECHO is OFF) and suspend execution at the line in error. The user can then determine how to correct the failure.

- The file drivers, ASDRIVER, BSDRIVER, ISDRIVER and DADRIVER in SF2VX4
-ERROR ASSIGNING INPUT FILE: name*
all four drivers display this error if the file is not found
-ERROR $n$ READING FROM FILE name COMPONENT i* - ERROR $n$ RFADING FROM FLLE name RECORD $i$ -

DADRIVER says COMPONENT; all others say RECORD, where "n" is an APLSF error number (see Appendix A in the YAX ARL REEEREACE

VAMUAL), "name" is the file the driver is trying to read, and "i" is the record or component number currently being read.

This message is then followed by the ist line of.$B X E R R O R$, which will be the text for error " $n$ ".

- ERROR 69 READING FROM FILE name, ADa COMPONENT 0 FILE FORMAT NOT DIRECT ACCESS*
- ERROR 70 READING fROM file namerais RECORD 1 FILE FORMAT NOT INTERNAL SEOUENTIAL*
processing of the file stops when an error occurs and the output file (that is the VaX input script) being built is closed.
- All arivers check numeric data for integer values that are outside the integer range in VAX APL. Ihe warning "BIG INTEGER IN name" means that such an integer was found in the variable name.
- While MIGRATE is interacting with the user, recoverable errors (such as FILE NOT FOUND) are reported and the user is prompted for alternate input. If the error is not recoverable, the function suspends so the user can diagnose the failure.
- For functions that will most likely be executed in batch for example, the drivers), errors are reported and APLSF then suspends execution. While running the control file built by MIGRATE from batch, the next command dill be off hold which returns the user to the "@" prompt. The user must examine the. Log file from the batch job to see if the process was successful. If the function is run interactively, suspending the function gives the user the chance to diagnose the problem. Note that if a user-defined chance to dilagnose is unsuccessful, the user can debug it if it is being run interactively.


## Dear APL Fanatic:

I'm writing you hoping that you'll write me back. As editor of the DECUS APL newsletter, The Special Character Set, I need articles to publish. If I can't get enough material to publish, DECUS probably will suggest our newsletter merge with COBOL, BASIC or even DATATRIEVE.

Almost anyone can write an article. It doesn't have to be long or heavy. Write an article about how your site uses APL or/and how it chose APL in the first place. Write an article about that handy function you just wrote. Write a testimonial about how APL changed your life.

Maybe you already have an article on an APL topic, but you published it somewhere else. Let me republish it if you can give me copyright permission.

I have printed a style sheet for any article you write. However, even if your article is in another format I'll take it. I can read RT-11 RX02 floppies. I have a volunteer typist. JUST GIVE ME SOMETHING TO PRINT!

The deadline for the next issue is 15 August 1984. However, if you have something now SEND IT NOW. I promise not to lose it. believe me.


In order to help the APL SIG serve your interests better, please fill out the following questionaire and return it to: Douglas Bohrer, 903 Ridge Road Suite 3, Wilmette, IL 60091 , USA. Results will be published in the next issue.

1. I use the following computers (check all that apply):
$\begin{array}{lll}\quad \text { _PDP-11/03 } & \text { LSI-11 (Q-BUS) } \\ \ldots \quad \text { PDP-11/23 } & 11 / 23+(Q-B U S)\end{array}$
Rainbow 100 series
VAX-11
DEC-20
NONE OF THE ABOVE
OTHER $\qquad$
2. I have access to the following media (check all that apply):
__ 5.25 inch floppy RL02
8 inch RXO1 floppy single density
0.5 inch magnetic tape 800 BPI

8 inch RX02 floppy double density
0.5 inch magnetic tape 6250 BPI

Other portable media.
3. I use the following operating system(s) (check all that apply and fill in version):

RT-11 version $\qquad$
RSX-11 version $\qquad$
RSTS/E version $\qquad$
VAX/VMS version $\qquad$
TOPS 20 version $\qquad$ Others $\qquad$
4. I use the following APL's (check all that apply):
__APL-11 V1 (RT-11)
__APL-11 V 2 (RT-11)
APL-11 V2 (RSX-11)
VAX-11 APL
—_APL-11 V 1 (RSTS/E)
None of the above
Others
5. I do most of my APL work using (pick one):
__APL special character set
_TTY memonics
6. This newsletter should accept paid advertising (circle one):
strongly agree
strongly disagree
1
2
3
4
5
6
7
7. What do you want the APL SIG to do that it isn't?
8. What is the APL SIG doing that you think we should stop?
9. What should the APL SIG keep doing just the same?

T0: Douglas Bohrer



[^0]:    [1] (.1010) 00 chan
    [2] (3 4.RO'ABCD') -DQ chan
    [3] (4.RD.FL 2*33) -OQ Chan

